## LIMITED WARRANTY


#### Abstract

Radio Shack warrants for 2 period of 90 days from the date of delivery to customer that the computer hardware described herein shall be free from defects in material and workmanship under normal use and service. This warranty shall be void If the computer case or cabinet is opened or If the unit is altered or modified. During this period, if a defect should occur, tho product must be retumed to a Radio Shack store or dealer for repair. Customer's sole and exclusive remedy in the event of defect is expressly limited to the correction of the defect by adjustment, repair or replacement at Radio Shack's election and sole expense, except there shall be no obligation to replace or repair items which by their nature are expendable. No representation or other affirmation of fact, including but not Imited to statements regarding capacity, suitability for use, or performance of the equipment, shall be or be deemed to be a warranty or representation by Radio Shack, for any purpose, nor give rise to any liability or obligation of Radio Shack whatsocver.

EXCEPT AS SPECIFICALLY PROVIDED IN THIS AGREEMENT. THERE ARE NO OTHER WARRANTIES, EXPRESS OR IMPLIED, INCLUDING, BUT NOT LIMITED TO, ANY IMPLIED WARRANTIES OF MERCHANTABILITY OR FITNESS FOR a particular purpose and in no event shall RADIO SHACK be liable for loss of profits or benefits, indlRECT, SPECLAL, CONSEQUENTIAL OR OTHER SIMILAR DAMAGES ARISING OUT OF ANY BREACH OF THIS WARRANTY OR OTHERWISE.


## LMPORTANT NOTICE

## ALL. RADIO SHACX COMPUTER PROGRAMS ARE DISTRIBUTED ON AN "AS IS" BASIS WITHOUT WARRANTY

Radio Shack shall have no liablity or gesponsibility to customer or any other perwon or entity with respect to any lizbility, loss or damage caused or alleged to be caused directly or indirectly by computer equipment or programs sold by Radio Shack, including but not limited to any interruption of service, loss of business or anticlpatory profits or consequentiai damages resulting from the use or operation of such computer or computer programs.
NOTE: Good data processing procedure dictates that the user test the program. run and test sample sets of data, and run the system in parallel with the system previously in use for a period of time sdequate to insure that results of operation of the computer or program are satisfactory.
©Copyright 1978, by Radio Shack, A Division of Tandy Corporation, Ft. Worth, Texas 76102

## This Reference Manual and You

We've prepared this Reference Manual with the assumption that you - the user - already have considerable experience with programming in BASIC. Our LEVEL I User's Manual was written for the total beginner - and has been greeted with wide acclaim. We freely admit this Manual has not been written from the same perspective.

But by the time you recognize a desire (or need) for a LEVEL II BASIC, we expect that you've gone through our LEYEL I Manual and have a solid foundation in programming.
If this is your first experience with programming micro-computers, we very strongly urge you to spead time with a LEVEL I TRS-80 first - and the Manual we prepared for it.

If you've had experience with other forms of the BASIC language (other micro-computers or time share systems) then you should be ready for our Reference Manual for LEVEL II.

LEVEL II is a far more powerful version of BASIC than was LEVEL I. If you have been working with LEVEL I for some time, be prepared for some pleasant surprises - and some differences that might throw you for awhile (for example, LEVEL I programs won't run as-is on a LEVEL II machine. . . you'll have to modify them). This Manual is a complete reference guide - it is not intended to be a complete step-by-step training manual or an applications book (that will come later).
. If you have some suggestions . . . criticisms . . . additions . . . concerning this Manual - we'd be glad to hear from you.

FIRST EDITION - 1978
All rights reserved. Reproduction or ust, without expret permisxion, of editorial or pletorial content, in any manner, is probiblted. No pateat lisbility berumed with sespect to the use of the informethon eontained heria. Whaile every preeaution hat bera teken in the preparation of this book, the publishir ugumes 90 mpponribitity tot error or onnition Naithar is any lisbility serumed for damajes reallint from the tuet of the information contained hertin.

- Copyright 1978. Radio Sheck.

A Dlvition of Tandy Corporation. Fort Worth, Tenst 76102, USS.A.
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## Setting Up The System

Carefuliy unpack the system. Remove all packing material, Be sure you locate all cables, papers, tapes, etc. Save the packing material in case you need to transport the system.

Connecting the Video Display and Key board:

1. Connect the power cord from the Video Display to a source of 120 volts, $60 \mathrm{~Hz} A C$ power. Note that one prong of the AC plug is wider than the other - the wide prong should go into the widest slot of the AC socket.
NOTE: If you use an AC extension cord, you may not be able to plug the Display's power cord in. Do not attemptt to force this wide prong Into the extension cond; use a wall outlet if at all possible.
2. Connect the power cord of the Power Supply to a source of 120 volts, 60 Hz AC power.
3. Connect the gray cable from the front of the Video Monitor to the VIDEO jack on the back of the Keyboard Assembly. Take care to line up the pins correctly (the plug fits only one way). NOTE: Before the next step, be sure the POWER swltch on the back of the Keyboard is off (button out).
4. Connect the gray cable from the Power Supply to the POWER jack on the back of the Keyboard Assembly. Again, take care to mate the connection correctly.


## Connecting The Cassette Recorder:

NOTE: You do not need to connect the Cassette Recorder unless you plan to record programs or to load taped programs into the TRS-80.

1. Connect the CTR-41 to a source of 120 volt AC power. (Batteries are not recommended for using Recorder with TRS-80.)
2. Connect the short cable (DIN plug on one end and 3 plups on the other) to the TAPE jack on the back of the Keyboard Assembly. Be sure you get the plug to mate correctly.
3. The 3 plugs on the other end of this cable are for connecting to the CTR-41.
A. Connect the black plaz into the EAR juch on tha we ot the CTR-11. This Eonatetion provicis the output sseat tis:a the CTR-fI to the TRS-80 (for los.ting Itpe prograr: $\overline{5}$ in to the TRS-80).
B. Connect the targer gray plug into the ALX jack on the CTR 41 . This conncition provides the recording signal to record proyrams from the TRS 50 onto the CTR-1's: upe. Also, plug the Dummy Plug (provided with the (TR +1 ) into the MIC jack (titis disconnects the built-in Mic so it won't pick up sounds while you are loading tapes).
NOTE: Be sure you always use the Dummy Plug when saving programs on tape (Recording).

C. Connect the smaller gray plug into the REM jack on the CTR-41. This allows the TRS-80 to automatically control the CTR-ll's motor (turn tape motion on and oif for recording and playing tapes).

## Notes On Using The Recorder

There are a number of things you should be aware of as you use the Cassette Tape System:

1. To play a tape (load a taped program into the TRS-80), you must have the CTR-41's Volume cuntrol set to middle to upper levels, (approxinately 4 to 6 ). Then pross the CTR-1's PLAY key and then type cLOAD on the TRS-80 and ERTilal this command. This will start the tape motion. An "will afrest on the top line of the Monitor; a second * will blink, indicating the program is loading. When loading is done, the TRS-80 will automatically turn the CTR-4 off and flash READY on the screen. Youndre then ready to run the program (type in run and hut EBTHED).
2. To record a program irom the TRS-30, press the CTR-4t's RECORD and PLAY keja simultaneousty. Then ispe csave
 this command. When the program has been recorded the IRS-80 will automatically turn the CTR -1 oll and display READY on the screen. Now you have your program on tupe (it still is in the TRS-80 also). Many computer users make 1 second or wen a third recording of the tape. just to be sure they have a good recording.
3. Use the CTR-41's Tape Counter to aid you in locating programs on tapes.
4. For best results, use Radio Shack's special 10 minute per site Computer Tape Cassettes (especially destgned for ratording .om. puter programs). If you use standard audio t.ne cabcties, te sure to use top quality, such as Realistic SUPERTAPE. Keres in mind that audio cassettes have lead ins on both ends tolue nonmagnetic mylar material) - yuu can not recurd on the leader
portion of the tape. Advance the tape past the leader before recording a program.
5. When you are not going to use a CTR +11 for loading or recording programs. do not leave RECORD or PLAY keys down (press STOP).
6. To REWIND or FAST-Forward a ciscette, place Recerder in REWIND or FAST-Forwsrd, then type CLOAD and hit Exigh When tape has reaste'u the devired position. push the Reset bution inside the Expansion Port access door freseleft of TRS-80). (lrstead of using this CLOAD, Reset sequence, you could remove the REvlote plug from its jack; however, repeated insertion/removal tends to wear out any plug and is not recommended.)
7. If you want to save a taped program permanently, break off the erase protect tab on the cassette (see CTR-41 Manual).
8. Do not expose recorded tapes to magnetic fields. Avoid placing your tapes near the Power Supply.
9. To check if a tape has a program recorded on it, you can disconnect the plug from the EAR jack (also disconnect the REM plug so you can control the CTR-41 with the keys) and Play the tape; you'll hear the program material from the speaker.
10. For the best results when using a Recorder with the Computer, you should keep the Recorder's heads and tape handling mechanism very clean. A new Recorder should be cleaned before it is used the first time, and cleaned again after every four hours' use. In addition, the tape heads should be demagnetized periodically.

A complete line of recorder accessories (cleaning solution, cottontipped swabs, demagnetizer-cassettes, etc.) is available at your local Radio Shack store.

## Special Note:

Before attempting to load a program from tape in to the Computer, be sure the cassette is rewound to a blank portion of the tape preceding the program. If you try to start the load in the middle of a preceding program, you probably will get the Computer "hung up" (in which case you'll have to press Reset and start over).

The same rule applies when you're using the CLOAD? command to compare a taped program with one stored in the Computer.

## Tips On Loading Cassette Programs

There are many factors which will affect the performance of a cassette system. The most significant one is volume. Too low a volume may cause some of the information to be missed. Too high a volume may cause distortion and result in the transfer of background noise as valid information. Both of these situations will cause errors.

The recommended volume settings* for loading from cassette tape are:

|  |  | PRE-RECORDED |
| :--- | :---: | :---: |
|  | USER GENERATED | RADIO SHACK |
| LEVEL II | $4-6$ | $51 / 2-61 / 2$ |
| LEVELI | $7-8$ | $71 / 2-81 / 2$ |

If the asterisks do not appear during a load, try lowering the volume. It is also a good idea to unplug the EARphone (black) plug and listen for the start of the program. This will tell you exactly where the program starts If the asterisks appear, but one is not flashing, try increasing the volume setting. If higher volume setting doesn't solve the problem, clean the head.

## Handling Load-Errors

There is a very rare case in which only a minor error may occur in loading a program and no error message will be printed. The best way to check for this. is to List the program. If the program looks OK. use the CLOAD? command to compare the tape version with the one you loaded. If they are not exactly the same, a "BAD" message will be printed. Such a case normally can be remedied with a minor adjustment in the volume setting (usually a slight increase).

[^0]
## 1/General Information

This chapter will provide you with an overview of LEVEL II BASIC - what some of its special features are, how it differs from LEVEL I, and generally, what you need to get going. In addition, there's a short glossary at the end of the chapter.

## Power-Up

Connect Keybosrd-Computer, Video Display and Power Supply as explained in the previous section. Plug Video Display and Power Supply into 120 -volt AC outlets. Press POWER buttons on Video Display and at the back of the Keyboard. Give the video tube a few seconds to warm up.

MEMORYSIZE7-will appear on the screen. This is your chance to protect a segment of memory so that machine-language programs may be loaded, using a special command, SYSTEM. For normal applications, you won't want to protect any memory, so just press the [NIIAR key without typing in any numbers. This will allow you to write BASIC programs using the full memory capacity of your Computer (for 4K LEVEL 11 machines, that's 3284 bytes; for 16K LEVEL II machines, it's 15,572 bytes).

NOTE: In general, whenever you have typed something in via the keyboard and you want the Computer to "act" on your input, you must first hit the Efrita key just as you did with the Level I TRS-80. There are ways to have the Computer respond as soon as you hit a key (without couth ), but these will be covered later.

```
RAOIO SHACK LEVEL II BASIC
REAOY
    >-
```

will appear on the screen. You are now ready to use LEVEL II BASIC.

## Operating Modes

There are four operating modes: Command, Execute, Edit and Monitor. Command and Execute Modes are just like LEVEL! BASIC. In the Command Mode, the Computer responds to
 write programs and perform computations directly ("calculator mode" of LEVEL 1). Whenever the >_appears on the Display, you're in the Command Mode.

The Exeçute Mode is usually entered by typing RUN; this cquses BASIC programs to be executed. Unlike LEVEL I, LEVEL II initializes all numeric variables to zero and sets all strings to null when you enter the command RUN.

The Edit Mode is a real time-saving feature of LEVEL 11. It allows you to edit (after, add to or deletz) the contents of program lines. Instead of retyping an entire program line, you change just the part that needs changing.

NOTE: Whenever Computer encounters a Syntax error during execution, it will go into Edit Mode for that line. To get out of Edit Mode, type " $Q^{\prime \prime}$ (without quotes).

The Monitor Mode lets you load machine language "object files" into memory. These routines or data can then be accessed by your BASIC programs, or they may be completely independent programs.

## Special Function Keys

LEVEL II BASIC offers the same special function keys as LEVEL I plus a few extras. The function of the key depends on what mode the Computer is in.

Command Mode:

ENIER $\quad$| Effecti a carriage return; Computer "looks at" line |
| :--- |
| just typed in and acts accordingly. If line just typed in |
|  |
| has no line number, Computer will interpret and |
| execute the statements contained in the line. If Line |

has a line number, Computer stores the line in program
memory.

## Execute Mode:

SHIFT $\quad$ Piwse; stops programexecution. Jitung any key subes treeut:on to he resumed. Ilittins SHIFT alvo
 Foosram lines.
break Stopsexceution. Resume execution by typing CONT.
ENDEA When Computer is awaiting input from the keyboard. [idal inusts Computer to "look at" what you've い口!

For Edit Mode special function keys, see Chapter 9.

## Variable Names

Variable names must begin with a letter (A-Z) and may be followed by another letter or digit ( 0.9 ). So the following are all valid and distinct variable names:

## A A2 AA AZ G9 GP M NL ZZ $\quad$ II

 Variable names may be longer than two characters, but only the first two charasters will be sised by the computer to distinguisla between variables. For example "SU'M". "SUB' and "SU" will be treated as one and the same varible by LEVEL II BASIC.As you can imasine, this gues s ou plenty of variable names to use in LEVEL Il (in the neghthorhoed of "OO). However, you eannot use variable names which contain words with special meaning in the BASIC langinge. Fo: example, "XOX" cannot be used as a viriable name, sinse it contsons the B.LSIC keyword 'ON', Tise complete list of "recerved words" whein carnot be used in varist!e names appears in Appendix $A$ of the Manual.

## Variable Types

 cision. double prectiton, and vering variaths. The first these types are ased to store numerical values wher various 4 : preses of precision; the last type stores stanes (sequences) of aluaracters - !eters. blanks, numbers and spectal suanbots - up (b) 2ss darattes ion2. LEVFL 1 only allownd two siring watides, As and B; - but LEVELII allows you to wse an;'; wiante narme for strangs, simply by adoing the string declaration character, $\$$, to the variable name. There are declaration charaters for the other variable types, too: llere'i a compirte living:

| Varistle Type | Declaration - Chermiter | Evamipins |  |
| :---: | :---: | :---: | :---: |
| inseger quitule numbers quater than - 32769 and lest than 32768 | 7 | A=aj: | -3J.123.3.5031 |
| yngle preciston (6 घignificsal Cgures) | ! | A! AA!, 21* | $\begin{aligned} & 1 .-50, .123456 . \\ & 153421 \end{aligned}$ |
| double precsuon ( 16 sugnulicant figures) | * | A *, $22 \ldots$, $=$ | - 3 100.17145593. <br> 1.14155 5533549 <br> 1. W000, $0.20,50 \times 301$ |
| double precsuan wih wertific notation (for chie:ung constants on during outpul al hirpe or mall numberis) | D | "A \# $=1.23+5678901 \mathrm{D}+12$ | $1.2345878901 \times 10^{12}$ |
| string (up to 255 characters)' | 1 | A15.GTS. Mis | "JOAS O. DOt.". <br> "شMISTLESTOP" $m 1+2=7$ |

The same variable name may be used for dufferent variable types, and the Computer will still keep them distinct, because of the type declaration character: For example, $\mathbf{A S}, \mathbf{A}^{\prime} \cdot \mathbf{c}, \mathbf{A}!, A=$ are distinct variable names.
Variables without declaration characters are assumed to be singleprecision; this assumption can be changed with DEFine statements (Chapter 4).

## Arrays

Any valid variable name can be used to name an array in LFVEL II BASIC; and arrays are not limuted to one dimension. The DIMension statement is used to define arrays at the begmning of a program. Depending on the variable type used, an array may contain strings, integers. double precision values, etc. A whole chapter of this Manual is devoted to arrays:
Examples: AS (X,Y,Z) would be \& three-dimenstonal array contsining string taltes
G3 (I.J) would be a two-dimensionsl array containing numertäl singleprecision values
Ceil) would be a one dimensional array of double prectision values.

## Arithmetic Operators

LEVEL II usey the same drithmetie aperators a LEVELI:

+ (addition), - (wuhtraction). * (multuplication) and :(division).
And there's a new, very handy operator: (exponentiation:
$\geq+3=81$.

NOTE: Some TRS-80's generste a | character insicud of the
4 arrow.
$3 \cdot x \cdot 4 \mathrm{cos}$ -


## Relational Operators

These are the same as LEVEL. I.

These operaton are useful both for IF ... THEN statements and for logical arithmetic.
Example: 100 IF C<0 THEN C=127

## Logical Operators

In EEVEL I BASIC, , and + were used to represent the logical operators AND and OR. In LEVEL II, we don't use symbols, we use AND and OR directly. We also have another operator, NOT. Examples:

```
$0 IFQ = I3 AND R2 = O THEN PRINT "READY"
100Q=(GI<O) AND (G2<L) Q Q = - if both expressions are
    True; otherwise Q =0
200Q=(G|<O)OR(G2<L) Q = - if either expression is
    True; otherwise Q =0
300 Q=NOT(c>3) Q=-I if the expression is False;
    Q=0 if it is True
```

400 IF NOT (P AND O) THEN PRINT "P AND O ARE NOT BOTH EQUAL TO-1"
500 IF NOT (POR O) THEN PRINT "NEITHER P NOR O EQUALS-I"

## String Operators

Strings may be compared and concatenated ("strung together") in LEVEL II. A whole chapter of this Manual is devoted to string manipulations.

| Symbol | Meaning | Example |
| :---: | :---: | :---: |
| $<$ | precedes alphabetically | ' ${ }^{\text {a }}$ " < "B" |
| > | foilows alphabetically | "JOE" > "Jim" |
| $=$ | equals | 85 = 'WiN' |
| <> | does not equal | IF As<> 83 THEN PRINT As |
| < | precedes or equals | IFASく※A2S PRINT 'DONE' |
| > $=$ | follows or equals |  |
| + | concatenate the two strings | $\begin{aligned} & \text { AS }=\text { CStCIS } \\ & \text { AS }=" \text { TRS-" }+" 50 " \end{aligned}$ |

## Order of Operations

Operations in :he manemovi level of prantheses ate performed int, then evaluation proeest to the nex level out, etc. $\mathrm{O}_{\mathrm{p}} \mathrm{e}$ tation, on the same nesting level are ferformed according to the following hisrarehy:

Exponentation: A 4 B
Negation: $\quad-X$

- / (left to nignt)
+. - (lett to rigint)
$\langle\rangle,,=\langle \pm\rangle=,\langle \rangle$ (letit to ri;ht)
NOT
AND
OR


## Intrinsic Functions

Most of the subroutines in the LEVEL 1 manul are buite in to LEVEL II. They ate faster, more accurate, and much esier to use.

## Graphics

Level 11 has the same SET, RESET and POINT fanctions as LELEL 1 for turning graphics blowis on and off and deternining whether an individual block is on or off. There are a few differences - see Chapters.)
A big feature of LEVEL It is the selectable display - either 64 characters per hine or 32 charaiters per line ( $\mathbf{S}^{\prime} 1$ ). Whan the machine

 new onextuted or CLEAR kiy is hit. You cen diso huit to 32 et by eveculang a PRINT GHRS (23), More on tha in Chapter 5.

## Error Messages





 out, but it's up to you to lowat the groo a the dhe.

## Abbreviations

Very few abbreviations are allowed in LEVEL II. Ex-LEVEL I users will have to forget about R., L., P., etc. Although LEVEL II doesn't allow these short-forms, it stores the programs more efficiently than LEVEL I did, so you can still pack a lot of program into a small amount of memory space.

The abbreviations are:
? for PRINT, and
, for:REM

- for last line entered, listed, edited, or in which an error occurred.


## Keyboard Rollover

With the LEVEL I TRS-80 (and many other computers) you have to release one key before the Computer will allow entry of another key. LEVEL II lets you hit the second key before you have released the first key. This is great for you touch typlsts.

## Glossary for LEVEL II BASIC

address $\mathbf{a}$ value specifying the location of a byte in memory; decimal values are used in LEVEL II
alphanumerics the set of letters A-Z, the nutmerals 0-9, and various punctuatlon marks and special characters
argument the value which is supplied to a function and then operated on to derive a result
array an arrangement of elements in one or more dimensions
ASCII American Standard Code for Information Interchange; in LEVEL II BASIC, decimal values are used to specify ASCII codes
assembler a program that converts a symbolic-language program into a machinetanguage program
BASIC Beginners All-purpose Symbolic Instruction Code
baud signaling speed in bits per second; LEVEL II's cassette interface operates at 500 baud ( 500 bits per second)
binary number a number represented in the base-two number system using only binary digits " 0 " and " 1 "
bit binary-digit, the smallest memory cell in a computer
byte the smallest memory unit that can be addressed in BASIC, consisting of 8 consecutive bits
decimal number a number represented in the base-ten number system using the digita $0-9$
expression a combination of one or more operations, constants and variables
file an organized collection of related data
hexadecimal number a number represented in the base- 16 number system using the digits $0-9$ plus A, B, C, D, E, F
Intrinsic function a function (usually a complicated function) that may be 'built-in' to the Computer's ROM and may be used directly in a BASIC statement
logical expresslon an expression which is either True or False: if True, -1 is returned; if False, 0 is returned
machine language the language used directly by the Computer, written as binary-coded instructions
port one of 256 channels through which data can be input to or output from the Computer
RAM Random Access Memory; memory available to the user for writing programs and storing data
ROM Read Orly Memory; memory which is permanently programmed and may be read but not written into; LEVEL II BASIC is stored in ROM
routine a sequence of instructions to carry out a certain function statement a complete instruction in BASIC
string a sequence of alphanumeric characters ranging in length from zero (the "null" string) to 255
subroutine a sequence of instructions for periorming a desired function; may be accessed many times from various points in a program
variable a quantity that can take on any of a given set of values
variable name the label by which a given variable is addressed

## 2/Commands

Whenever a prompt $>$ is displayed, your Computer is in the Command Yode. You can type in a command, Ening it, and tite Computer will respond immediately. This chapter describes the commands you'll use to control the Computer - to change modes, begin input and output procedures, alter program memory. ite. All of these commards - except CONT - may also be used inside your frogram as statements. In some cases this is useful; other times it is just for very specialized applications.

The commands descrited in this chapter are:

| ALTO | CONT | EDIT | SYSTEM |
| :--- | :--- | :--- | :--- |
| CLEAR | CSAVE | LIST | TROFF |
| CLOAD | DELETE | NEW | TRON |
| CLOAD? |  | RLN |  |

## AUTO line number, increment

Turns on an automatıc line numbering function for convenient entry of programs - all you have to do is enter the actual program statements. You can specify a beginning line number and an increment to be used between line numbers. Or you can simply type AUTO and hit EnIIB, in which case line numbering will begin at 10 and use increments of 10 . Each time sou hit [WNEB, the Computer will advance to the nextline number.

Examples:
to use line numbers
Auto
Auro 5.5
10, 20, 30, ..
AUTO 100
$5.10 .15, \ldots$
100,110,120....
AUTO 100.25
$100,175,150 \ldots$
To tarn off the ALTO function, hit the BREAK key. Note: When ALTO rrings up a line number which is already being used, an avterask whll anfear bewde ilhe line number. If you do not wish to re-program the line. lut the BKE.AK key to turn off AUTO functan.)

## CLEAR $n$

When used without an argument (e.g., type CLEAR and hit [EMilil). this command resets all numeric variables to zero, and all atrirg variables to null. When used with an נrpument (e.g., CLEAR 100), this command performs a second function in addition to the one just described: it makes the specitied number oi bytes availiable for string storage.
Example: CLEAR 100 makes 100 bytes avallable for strings. When you turn on the Computer a CLEAR 50 is executed automatically.

## CLOAD "file name"

Lets you load a BASIC program stored on cassette. Place recorder/player in Play mode (be sure the proper connections are made and cassette tape has been re-wound to proper position).

NOTE: In LEVEL II. CLOAD and CSAVE operate at a transfer rate of 500 baud. This is twice as fast as LEVEL I's cassette transfer rate. Therefore the Volume setting used during CLOAD should be correspondingly lower. For example, if you're using Radio Shack's CTR-41 Cassette Recorder, try a setting of between 4 and 6 on the Volume control when loading programs or data you placed on the tape. For loading pre-recorded programs, a higher Volume leval may be required. Do a little experimenting.

Entering CLOAD will tum on the cassette machine and load the first program encountered. LEVEL II also lets you specify a desired "file" in your CLOAD command. For example. CLOAD "A" will cause the Computer to ignore programs on the cassette until it comes to one labeled "A". So no matter where file " $A$ " is located on the tape, you can start at the beginning of the tape: file "A" will be pieked out of all the tiles on the tape and loaded. As the Computer is searching for thle " $A$ ", the names of the filss encountered will appear in the upper right comer of the Display. along with a blinking " $" *$ ".
Only the first eharacter of the file nams is used by the Computer tor CLOAD. CLOAD?, and CSA VE operations.
Loading a program from tape automatisully ilears out the previously stored program. See also CSAVE.

## CLOAD? "file name"

Lets you compare a program stored on casette with one preseatly in the Computer. This is useful when you have dumped a program onto tape (using CSAVE) and you wish to check that the irmister was successful. If you labeled the file when you CSAVE.d it, you may specify CLOAD? "/lle-name'. Otherwise, if you don't specify a file-name, the first program encountered will be tested. During CLOAD?, the program on tape and the program in memory are
compared byte for byte. If there are any discrepancies (indicating a bad dump), the message "BAD" will bu dipplayed. In this case. you should CSAVE tha program agin. (CLDAD?, unlike CLDAD, does not erase the programi meanory.)

## CONT

When program execution has been stopped (by the BREAK key or by a STOP statement in the programs. type CDNT and EWISA to continue execuition at the noint where the stop or break occurred. During such a break or stop in execution, you may examine variable yalues (using PRIST) or change these salues. Then type CONT and Entifa and execution will sontinue with the current variable values. CONT, when used with STDP and the BREAK key, is primarily a debugging tool.
NOTE: You cannot use CONT after EDITing your program lines or otherwise changing your program. CONT is also invalid after execution has ended normally.

## See also STDP.

## CSAVE "file name"

Stores the resident program on cassette tape. (Cassette recorder must be properly conneeted, cassette loaded, and in the Record mode, before you enter the CSAVE command.) You must specify a file-name with this command. This file-name may be any alphanumeric character other than double-quotes (' '). The program stored on tape will then bear the specified file-name, so that it can be located by a CLD.AD command which asks for that particular file-name. You hould alivays write the appropriate file-names on the cassette case for later reference.

Examples:
CSAVE"1" dumps resident program and attaches label " 1 " CSAVE"A" dumps resident program and attaches label "A" See also CLDAD.

## DELETE line number-line number

Erases program lines from memory. You may specify an individual line or a sequence of lines, is follows:

DELETE line number erases one line as specifled DELETE line number-fine number crases all program lines starting widh first hine number specif:id and ending with last number spscifisd
DELETE-line number erises all program lines up to and including the specified number

The upper line number to be deleted must he a curnenlly used number.

## Examples:

DELETE $5 \quad$ erases line 5 from momory (error it line 5 not used)
DELETE 11-18
erases lines 11, 18 and every line in between

If you have just entered or edited a line, you may delete that line simply by entering DELETE. (use a period instead of the line number).

## EDIT line number

Puts the Computer in the Edit Mode so you can modify your resident program. The longer and more complex your programs are, the more important EDIT will be. The Edit Mode has its own selection of subcommands, and we have devoted Chapter 9 to the subject.

## LIST line number-line number

Instructs the Computer to display all program lines presently stored in memory. If you enter LIST without an argument, the entire program will scroll continuously up the screen. To stop the automatic scrolling, press SHIFT and @ simultaneousiy. This will freeze the display. Press any key to release the "pause" and continue the automatic scrolling.
To examine one line at a time, specify the desired line number as an argument in the LIST command. To examine a certain sequence of program lines, specify the first and last lines you wish to examine.

## Examples:

LIST 50 displays line 50
LIST 50-t 50 displays line 50,150 and everything in between
LIST 50 -
displays line 50 and all higher-numbered lines
List.
displays current line (line just entered or edited)
L15T-30 displays all lines up to and including line 50
NEW
Erases all program lines, sets numeric variables to zero and string variables to null. It does not change the string space allocated by a previous CLEAR number statement.

## RUN line number

Causes Computer to execute the program stored in memory. If no line number is specified, execution begins with lowest numbered program line. If a line number is specified. exicution begms with the line number. (Error occurs if you specify an unused line number.) Whenever RUN is executed. Computer also executes a CLEAR.

## Examples:

RUN execution begins at lowest-numbered line RUN $100 \quad$ execution begins at line 100
RUN may be used inside a program as a statement; it is a convenlent way of starting over with a clean slate for continuoushoop programs such as games.

## SYSTEM

Puts the Computer in the Monitor Mode, which allows you to loed object files (machine-language routines or data). Radio Shack offers several machine-tanguage software packages, such as the INMEMORY INFORMATION SYSTEM. You can also create your own object files using the IRS-80 EDITOR/ASSEMBLER, which is itself an object file.
To load an object file: Type system and ENTER
*? will be displayed. Now enter the file-name (no quotes are necessary) and the tape will begin loading. When loading is complete, another
*? will be displayed. Type in a slash-symbol / followed by the address (in decimal form) at which you wish execution to begin. Or you may simply hit the slash-symbol and ENTER without any address. In this case execution will begin at the address specified by the object file.

## TROFF

Turns off the Trace function. See TRON.

## TRON

Turns on a Trace function that lets you follow program-flow for debugging and execution analysis. Eacb time the program advances to a new program line, that line number will be displayed inside a pair of brackets.

For example, enter the following program:

```
IOPRINT "GTART"
2OPRINT "GOING"
30 сотO 20
4OPRINT "GONE..
```

Now type in TRON, ENTIEB , and RUN, ENIER

```
<1O> START
<20> GOING
<30> <20> GOING
<30> <2O> GOING
etc.
```

(Press SHIFT and @ simultancously to pause execution and freeze display. Press any keyto continue with execution.)
As you can see from the display, the program is in an infinite loop.
The numbers show you exactly what is going on. (To stop execution, hit BREAK key.)

To turn off the Trace function, enter TROFF. TRON and TROFF may be used inside programs to help you tell when a given line is executed.

For example
50 TRON
$60 \quad \mathrm{X}=\mathrm{X}+3.14159$
70 TROFF
might be helpful In pointing out every time line 60 is executed (assuming execution doesn't jump directly to 60 and bypass 50 ). Each time these three lines are executed, $\langle 60\rangle\langle 70\rangle$ will be displayed. Without TRON, you wouldn't know whether the program was actually executing line 60 . After a program is debugged, TRON and TROFF ines can be removed.

## 3/Input-Output

The statements described in this chapter let you send data from Keyboard to Computer, Computer to Display, and back and forth between Computer and the Cassette interface. These will primarily bo used inslde programs to input data and output results and messages.

Statements covered in this chapter:

```
PRINT
    INPUT
    C (PRINT modifier)
    DATA
    TAB (PRINT modifier)
    USING (PRINT formatter)
    READ
RESTORE
PRINT * (Output to Cassette)
INPUT (Input to Cassette)
```


## PRINT item list

Prints an itern or a list of items on the Display. The ltems may be elther string constants (messages enclosed in quotes), string variables, numeric constants (numbers), variables, or expressions invoiving all of the preceding items. The items to be PRINTed may be seperated by commas or semi-colons. If commas are used, the cursor zutomatically advances to the next print zone before printing the next Item. If semi-colons are used, no space is inserted between the items printed on the Display.

```
Examples:
30-x=3
100 PRINT 25;"1S EQUALTO": X $ 2
RUN
    25 1S EQUALTO 2S
----------------------------------------------
10 AS"'STRING"
20 PRINT AS:AS,AB:" ''AS
RUN
STRINGSTRING STRING STRING
```

Positlve numbers are printed with a leading blank (instead of a plus sign): all numbers are printed with a trailing blank; and no blanks are inserted before or after strings (you can insert them with quotes ss in line 20.

```
IOPRINT''ZONE I'","ZONE 2'',"ZONE 3'','ZONE 4",''ZONE I ETC"
RUN
ZONE 1 ZONE 2 ZONE 3 ZONEA
ZONE 1 ETC
```

There are four 16 -character print zones per line.

```
10 PRINT "ZONE 1".."ZONE 3"
RUN
```

ZONE 1 ZONE 3

The cursor moves to the next print zone each time a comma is encountered.

```
10 PRINT 'PRINT STATEMENT #10'';
20 PRINT "PRINT STATEMENT #20"
```

RUN
PRINT STATEMENT \# 10 PRINT STATEMENT \# 20
A trailing semi-colon over-rides the cursor-return so that the next PRINT begins where the last one left off (see line 10).

If no trailing punctuation is used with PRINT, the cursor drops down to the beginning of the next line.

## PRINT @ position, item list

Specifies exactly where printing is to begin. (AT was used in LEVEL I BASIC.) The @ modifier must follow PRINT immediately, and the location specified must be a number from 0 to 1023. Refer to the Video Display worksheet, Appendix E, for the exact position of each location 0-1023:
100 PRINT © 550 . "LOCATION $550^{\circ "}$
RUN this to find out where location 550 is.
Whenever you PRINT @ on the bottom line of the Dispiay, there is an automatie line-feed, causing everything displayed to move up one line. To suppress this, use a trailing semi-colon at the end of the statement.

Example:
100 PRINT 1000, 1000 ;

## PRINT TAB (expression)

Moves the cursor to the specified position on the current line for on succeeding lines if you specify TAB positions greater than 63). TAB may be used several times in a PRINT list.
The value of expression must be between 0 and 255 inclusive.

## Example:

10 PRINT TAB[5] "TABEED 5":TAB\{23) "TABBED 23'"
No punctuation is required after a TAB modifier.

```
X=3
IO PRINT TABlXl X:TABIX & 2) X & 2; TAB(X| 3) X $3
```

Numerical expressions may be used to specify a TAB position. This makes TAB very useful for graphs of mathematical functions, tables, etc. TAB cannot be used to move the cursor to the left. If cursor is beyond the specified position, the TAB is ignored.

## PRINT USING string; item list

PRINT USING - This statement allows you to specify a format for printing string and numeric values It can be used in many applications such as printing report headings, accounting reports, checks ... or wherever a specific print format is required.

## The PRINT USING statement uses the following format: <br> PRINT USING string : value

String and value may be expressed as variables or constants. This statement will print the expression contained in the string. inserting the numeric value shown to the right of the semicolon as specified by the field specifiers.

The following field specifiers may be used in the string:

- This sign specifies the position of each digit located in the numeric value. The number of * signs you use establishes the numeric field. If the numeric field is greater than the number of digits in the numeric value, then the unused field positions to the left of the number will be displayed as spaces and those to the right of the decimal point will be displayed as zeros.

The decimal point can be placed anywhere in the numeric field estahlished by the \# sign. Roundirg-off will take place when digits to the right of the decimal point are suppressed.

The comma - when placed in any position between the first digit and the decimal point - will display a comma to the left of every third digit as required. The comma establishes an' additional position in the field.
** Two asterisks placed at the beginning of the field will cause alf unused positions to the left of the decimal to be filled with asterisks. The two asterisks will establish two more positions in the field.
 as a hoating dollar sign. That is, if will wewpy the first position preceding the number.
**S lf these three signs sie und at the teginnta; of tite tis!d. then the vacant positions to the het vi the number will be lifine by the esign and the $S$ sign will again position itwell in the first position preceding the number.

* When a + stgn is placed at the beginning or end of the field, it will be printed as apesitisd as $\mathbf{a}+$ ior positive numbers or as a - for negative numbers.
- When $a-s i g n$ is plased at the end of the held, it will cause a ncgative sign to appear alter all nigative numbers and will appes 25 a space for positive numbers.
\% spaces\% To spridy a string hield of more than one charanter,
 plus the number of spaces between the percent signs.

1 Causes the Computer to use the first string character of the current value.

The following program will help demonstrate these format spscifiers:

```
IOINPUT AS.A
20 PRINT USING AS:A
30 GOTO 10
```

RUN this program and try various specifilers and strings for $A S$ and various values for A.

## For Example:

## RUN

T\#\#, \#\#, 12.12
12.12

7 \#\#\# * \#\#. 12.12
12.12

1**.**, 121.21

* 121.21
 enough to contuin the numt:rr of dipt wand in the nut:.erie value. The entire number to the left ot the deemmal will be displayed preceded by his $112 n$.


## 1****, 12.127

12.13

Note that the number was roundsd to two decimal pl.kes.

```
T - ###.##.12.12
    +12.12
    1**#.##, -12.12
    -12.12
    7 #*.****.12.12
    12.12+
    1 **.****, -12.12
    12.12-
    7 ##."#-, 12.12
    12.12
    **.**-.0-12.12
    12.12-
    7 *****, 12.12
    *12
    7****.**, 1212,12
    1212.12
    7 $5**.**. 12.12
        $12.12
    7 "**,****", 12121.2
        12,121.2
    7"######'",12121.2
        12,121
    *****.1212
    4}121
```

Another way of using the PRINT USING statement is with the string field specifiers '!!" and \% spaces \%.
Examples:
PRINT USING "I': string
PRINT USING '"\% \%': string
The "!!' sign will allow only the first letter of the string to be printed.
The "\%p spaces '3" allows spaces +2 characters to be printed. Again. the string and specifier can be expressed as string variables. The following program will demonstrate this leature:

```
10 INPUT AS. BS
20 PRINT USING AS:BS
10 GOTO 10
and RUN it:
11, ABCDE
    A
7%%, ABCDE
    AB
7% 5, ABCD
```

Multiple strings or string variables can be joined together (concatenated) by these specifiers. The "!" sign will allow only the firsi leiter of each string to be printed. For example:

```
10 INPUT A5, BS,CS
20 PRINT USING ''l': AS: BS; C$
```

And RUN it...
7 Abc, def,ght
ADG
By using more than one "!" sign, the first letter of each string will be printed with spaces inserted corresponding to the spaces inserted between the "!" signs. To illustrate this feature, make the following change to the last little program:

20 PRINT USING ' 1 I 1 '; As, B\$. Cs
And RUN it...
f ABC,DEF.GHt
$A D G$
Spaces now appear between letters A, D and G to correspond with those placed between the three "!" signs.

Try changing "! ! !" to " $\% \%$ " in line 20 and run the program.
The following program demonstrates one possible use for the PRINT USING statement.

```
10 CLS
```



```
30 INPUT "WHATIS YDUR FIRST NAME'; FS
40 INPUT 'WHAT IS YOUR MIDDLE NAME'"; M$
s0 INPUT 'WHAT IS YOUR LAST NAME'': LS
SO INPUT ''ENTER THE AMOUNT PAYABLE''P
70 CLS: PRINT ''PAY TD THEDRDER DF '';
a0 PRINT USING "|ll| ''; FS;'.'':M$;'.'':
90 PRINT LS
100 PRINT: PRINT USING AS; P
110 GOTO 110
```

RUN the program. Remember, to save programming time, use the "q" sign for PRINT. Your display should look something like this:

```
WHAT IS YDURFIRST NAMET JOHN
WHAT IS YDUR MIDDLE NAMET PAUL
WHAT IS YDUR LAST NAMET JONES
ENTER AMOUNT PAYABLET 12345.6
PAY TD THEOROEROFJ. F.JDNES
******$12,145.a0 DOLLARS
```

If you want to use an amount greater than 999.999 without rounding off or going into scientific notation, then simply add the double precision sign (*) after the variable $P$ in Lines 60 and 100. You will then be able to use amounts up to 16 decimal places long.

## INPUT item list

Causes Computer to stop execrition until you enter the specified number of values sta the k -vbeard. The ISPLT sistement may specify a list of string or numeric variables to be input. Tite tems in the list must be separated by commus.
100 INPUT X\$, X1, 25, zt

This statement calls for wou to input a string-literal, a number, another string literal, and another number, in that order, When the statement is encountered. the Computer will display a

## T-

You may then enter the values all at once or one at a time. To enter values all at once, sepurate them by commas. Ilf your string literal includes leading blanks, colons, or commas. you must enclose the string in quotes.)

For example, when line 100 (above) is RUN and the Computer is waiting for your input, you could type

## JIM.50.JACK. 40 [E]ID]

The Computer will assizn valus as follows:

```
X$='JIM'" X1=50 Z5='JACK'* Z1=40
```

If you Ened the values one it a time, the Computer will display 3
${ }^{1}$
... .ndicating that inote data is expect:1. Continue entering data until all the variahles hu"e bus set, at which tume the Computer will advance to the neve statement in suar progedm.

Be sure to entir the cortect tyse of vilue actordiny to what is called for by the INPCT statement. For evample, sou zait innut a string-value into a numsital vatiabe. It you try to, the Computer will disply a
TREDO
1.
and give you another chance to enter th: correct type of data value. starting with the first walue called for by the INPLT list.
XOTE: You cannot input an expression into a numerical valut you must input a simple numernal constant. (LEVEL $!$ allowed you to input in exprision or ceen a variable into a numerical variable.)

## Example:

too inpur Xi, yis
200 PRTNT XI, Yis
RUN
1- [you type:] 7+3 (ENTER)
1 REDO
2. 【you type:] to (ENTES)
pl_ [you type:] "THis is A СомMA: :"
10 THIS IS A COMMA:

It was necessary to put quotes around "THIS is A COMMA:," because the string contained a comma.

If you ENJEA more data elements than the INPUT scatement specifies, the Computer will display the message
TEXTRAIGNORED
and continue with normal execution of your program.
You can also include a "prompting message" In your INPUT statement. This will make it easier to input the dara correctly. The prompting message must immediately follow "INPUT", must be enclosed in quotes, and must be followed by a semi-colon.

## Example:

too input "enter your name and age (name,age)":ns.a
(RUN)
ENTER YOUR NAME AND AGE (NAME,AGE)T-

## DATA item list

Lets you store data inside your program to be accessed by READ statements. The data items will be read sequentially, starting with the first item in the first DATA statement, and ending with the last Item in the last DATA statement. Items in a DATA list may be string or numeric constants - no expressions are allowed. If your string values include leading blanks, colons or commas, you must enclose these values in quotes.

It is important that the data types in a DATA statement match up with the variable types in the corresponding READ statement. DATA statements may appear anywhere it is convenient in a program. Generally, they are placed consecutively, but this is not required.

## Examples:

```
300 REAONIS,N2S,N1,N2
1000 DATA 'S:MITH, J.R.",'WILSON, T.M."
2000 DATA 150.175
```

See READ, RESTORE.

## READ item list

Instructs the Computer to read a value from a DATA statement and assign that value to the specified variable. The first time a READ is executed, the first value in the first DATA statement will be used; the second time, the second value in the DATA statement will be read. When all the items in the first DATA starement have been read, the next READ will use the first value in the second DATA statement; etc. (An Out-of-Data error occurs if there are more attempts to READ than there are DATA items.) The foilowing program illustrates a common application for READ'DATA statements.

```
50 PRINT "NAME':"AGE"
100 READNS
110 IFNS='END" PRINT "ENO OFLIST":END
120 REAO AGE
130 IFAGE< I8 PRINTNS,AGE
140 GOTO100
I30 DATA "SMITH, JOHN",30,"ANDERSON,T.M.",20
160 DATA "JONES, BILL",15,"DOE,SALLY",21
170 DATA "COLLINS,W.P.",17,END
RUN
NAME AGE
JONES, BILL IS
COLLINS.W.P. 17
END OF LIST
```

READY
>.
The program locates and prints all the minors' names from the data suppied. Note the use of an END string to allow READing lists of unknown length.

See DATA, RESTORE

## RESTORE

Causes the nex: RE,AD statement executed to start over with the first item in the first D.ATA statement. This lets your program re-use the same DATA lines.

## Example:

```
100 READ X
110 RESTORE
120 READY
130 PRINT X,Y
140 OATA 50,60
RUN
    50 50
READY
>-
```

Because of the RESTORE statement, the second READ statement starts over with the first DATA item,

## See READ, DATA

## PRINT \#-1, item list

Prints the values of the specified variables onto casset te tape. (Recorder must be properly connected and set in Record mode when this statement is executed.) The PRINT = statement must always specify a device number. This is because the TRS 80 can actually input/output to two edssette machines, once you've adjed the Expansion Interface deseribed in Chapter 10 . For normal use with just one recorder connected, the deviee number must be -1 , e.g. PRI.iT \#-I (followed by a comma and then the item list).

## Example:

```
3 Al=-30.334:B5a''STRINGVNALUE"
10 PRINT##-1.A!.BS."THAT'S ALL"
```

This stores the current wilues of Al and BS, and also the strang-lit:ral "THAT'S ALL". The values onsy be inpu! from tape !are ustat the INPUT $=$ statement. The INPLT $\neq$ s:atement must be keratial to she PRINT \# statement in terms oi number and if pe of items in the PRINT \# 'INPUT\# lists. Sce INPUT $\%$.

## Special Note:




 than about 75 characiters. In wish a idse, dj wonts mot be resorded. and when you try to WPUT\#-1 tie J.is, an OD ;Out of D.Iat error will occur.

## INPUT \#-1, item list

Inputs the specified number of values stored on cassette and assigns them to the specified uriable names. Like the PRINT \# statement, INPUT* requires that you specify a device number. (This will make more sense when you huve added the Expansion Interface and are using a dual cassette system. See Chapter 10.) Use Device number -I for normal applivations 'without the Expansion Interface. e.g., INPUT $*-1$, hist.

## Example:

SO INPUT *-1,X.PS.T\$
When this statement is executed, the Computer will tum on the tape machine, input values in the order specified, then turn off the tape machine and advance to the next statement. If a string is encountered when the INPUT list calls for a number, a bad file data error will occur. If there are not enough data items on the tape to "fill" the INPUT statement, an Out of Data error will occur.

The Input list must be identical to the Print list that created the taped data-block (snme number and type of variables in the same sequence.)

## Sample Program

Use the two-line program supplied in the PRINT \# description to create a short data Fhle. Then rewind the tape to the beginning of the data file, make all aieessary connections, and put cassette machine in Plsy mode. Now ran the following program.

```
10 JNPUT#-1,A1,BS,LS
20 PRINTAI.9$.LS
30 IF LS="THAT'S ALL"END
40 GOTO }1
```

This program doesn't care how Iong or short the data file is, so long as:

1) the file was created by successive PRINT* statements identical in form to line 10
2) the last item in the last data triplet is "THAT'S ALL".

## 4/Program Statements

LEVEL II BASIC makes several assumptions about how to run your programs. For example:

- Variables are assumed to be single-precision (unless you use type declaration characters - see Chapter I, "Variable Types").
- A certain amount of memory is automatically set aside for strings and arrays - whether you use all of It or not.
- Execution is sequential, starting with the first statement In your program and ending with the last.

The statements described in this chapter let you over-ride these assumptions, to give your programs much more versatility and power.
NOTE: All LEVEL II statements except INPUT and INPUT: can be used in the Command Mode as well as in the Execute Mode.

Statements described in this chapter:

| Type Definition | Assignment 2 Allocation | Sequence of Execution | Tests (Conditional Statements) |
| :---: | :---: | :---: | :---: |
| DEFINT | CLEAR $n$ | END | $1 F$ |
| DEFSNO | DIM | STOP | THEN |
| DEFDEL | LET | GOTO | ELSE |
| DEFSTR |  | gosus |  |
|  |  | ON . . . GOTO |  |
|  |  | ON . . . GOSUB |  |
|  |  | FOR-NEXT-STEP |  |
|  |  | ERROR |  |
|  |  | ON ERROR GOTO |  |
|  |  | RESUME |  |
|  |  | REM |  |

This chapter also contains a discussion of data conversion in LEVEL II BASIC; this will let you predict and control the way results of expressions, constants, etc., will be stored - as integer, single precision or double precision.

## DEFINT letter range

Variables beginning with any letter in the specified range will be stored and treated as integers, uniess a type deciaration character is added to the variable name. This lets you conserve memory, since
integer values take up less memory than other numeric types. And integer arithmetic is faster than single or double precision arithmetic. However, ia variablēdefined as integer cant only take on vajues between -32768 and +32767 inclusive.

## Examples:

10 DEFINT A,I,N
After line 10 , all variables beginning with $\mathrm{A}, 1$ or N will be treated as integers. For example, A1, AA, I3 and NN will be integer variables. However, At AA w, 13 w would still be double precision variables, because of the type declaration characters, which always over-ride DEF statements.

## to DEFINT I-N

Causes variables beginning with I, J, K, L, M or $N$ to be treated as integer variables.

DEFINT may be placed anywhere in a program, but it may change the meaning of variable references without type declaration characters. Therefore it is nomally placed at the beginning of a program.

See DEFSNG, DEFDBL, and Chapter 1, "Variable Types".

## DEFSNG letter range

Causes any variable beginning with a letter in the specified range to be stored and treated as single precision, unless a ty pe declaration character is added. Single precision variables and constants are stored with 7 digits of precision and printed out with 6 digits of precision. Since all numeric variables are assumed to be single precision unless DEFined otherwise, the DEFSNG statement is primarily used to re-define variables which have previously been defined as double precision or Integer.

## Example:

too DEFSNG I, W-z
Causes variables beginning with the letter I or any letter $W$ through $Z$ to be treated as single precision. However, $1 \%$ would still be an integer variable, and I* a double precision variable, due to the use of type declaration characters.

See DEFINT, DEFDBL, and Chapter 1, "Variable Types".

## DEFDBL letter range

Causes variables beginning with any letter in the specifitd range to be stored and treated as double-precision, unless a type deciaration character is added. Double precision allows 17 digits of precision; 16 digits are displayed when a double precision variable is PRISTect.

## Example:

10 DEFD日L 5-Z, A-E
Causes variables beginning with one of the letters $S$ through $Z$ or A through E to be double precision.

DEFDBL is normally used at the beginning of a program, because it may change the meaning of variable references without type declaration characters.

See DEFNNT, DEFSNG, and Chapter 1, "Variable Types".

## DEFSTR letter range

Causes variables beginning with one of the ietters in the specifjed range to be stored and treated as strings, unless a type declaration character is added. If you have CLEARed enough string storage space, each string can store up to 255 characters.
Example:
IO OEFSTRLZ
Causes variables beginning with any letter $L$ through $Z$ to be string variables, unless a type declaration character is added. After line IO is exeçuted, the assignment $L 1$ " "WASHINGTON" will be valid.

See CLEAR $n$, Chapter 1, "Variable Types", and Chapter 5 .

## CLEAR $n$

When used with an argument $n$ ( $n$ can be a constant or an expression), this statement causes the Computer to set aside $n$ bvtes for string storage. In addition all variables are set to zero. When the TRS-80 is turned on, 50 bytes are automatically set aside tor strings.
The amount of string storuge CLEARed must equal or exceed the greatest number oi characters stored in string variables during execution; otherwise an Out of String Space ertor will occur.
Example:
10 CLEAR 1000
Makes 1000 bytes available for string storage.
By setting string storage to the exact amount needed, your program can make more efficient use of memory. A program which uses no string variables could include a CLEAR 0 statement. for example. The CLEAR arguntent must be non-negative, or an error will result.

## DIM name (dimi, dim2, ..., dimK)

Lets you set the "depth" (number of elements allowed per dimension) of an array or list of arrays. If no DIM statement is used, a depth of 11 (subscripts 0-10) is allowed for each dimension of each array used.

## Example:

10 DIM A(5), B(2,3),Cs(20)
Sels up a one-dimension array $A$ with subscripted elements $0-5$; a two-dimension array B with subscripted 'elements 0,0 to 2,3 ; and a one-dimension string array CS with subscripted elements $0-20$. Unless previously defined otherwise, arrays $A$ and $B$ will contain single-precision values.

D1M statements may be placed anywhere in your program, and the depth specifier may be a number or a numerical expression.

## Example:

```
40 INPUT 'NUMEER OF NAMES";N
so DIMNA(N,2)
```

To redimension an array, you must first use a CLEAR statement, either with or without an argument. Otherwise an error will result.

## Example Program:

$10 \quad \mathrm{AA}(4)=11.5$
20 DIM AA(7)
RUN
TOD ERROR IN 20
See Chapter 6, ARRAYS.

## LET variable $=$ expression

May be used when assigning values to variables. RADIO SHACK LEVEL II does not require LET with assignment statements, but you might want to use it to ensure compatibility with those versions of BASIC ihat do require it.

Examples:
100 LET ASE"A ROSE IS A ROSE"
110 LET B1-1.23
120 LET $X=X-21$
In each case, the variable on the left side of the equals sign is assigned the value of the constant or expression on the right side.

## END

Terminates execution normally (without a BREAK message). Some versions of BASIC require END as the last statement in a program; with LEVEL II it is optional. END is primarily used to force execution to terminate at some point other than the logical end of the program.

Example:

```
10 INPUT SI,52
```

20 GOSUB 100
99 END
$100 \mathrm{H}=\mathrm{SQR}(\mathrm{ST} * 51+\mathbf{5 2 * 5 2})$
110 RETURN

The END statement in line 99 prevents program control from "crashing" into the subroutine. Now line 100 can only be accessed by a branching statement such as 20 GOSUB 100.

## STOP

Interrupts execution and prints a BREAK IN line number message. STOP is primarily a debugging aid. During the break in executlon, you can examine or change variable values. The command CONT can then be used to re-start execution at the point where it left off. (If the program itself is altered during a break, CONT cannot be used.)

Example:
$10 \mathrm{X}=\mathrm{R} \operatorname{ND}(10)$
15 STOP
20 GOSUB 1000
RUN

```
BFEAK IN 15
READY
    >-
```

Suppose we want to examine what value for X is being passed to the subroutine beginning at line 1000 . During the break, we can examine $X$ with PRINT $X$. (You can delete line 15 after the program is debugged.)

## GOTO line number

Transfers program control to the speclfied line number. Used alone, GOTO line number results in an unconditional (or automatic) branch; however, test statements may precede the GOTO to effect a conditional branch.

Example:
200 GOTO 10
When 200 is executed, control will automatically Jump back to line 10.

You can mse COTO in the Command Mod as an alternative to REN. GOTO time nmber eatus execution to begit at the sperned fine number, withous an antomatic CLEMR. This hets yon anss alads assigned in the Command Mode to vartables in the Exteute hode.

See IF,THEN.ELSE,ON... GOTO.

## GOSUB line number

Trunsfers prozram controt to the subroutine beginning at the specified the number when the Computer encounters a RFTURN statement in the subroutme, it will then return controi to the statement which follows GOSUB. COSUB, like GOTO may be preceded by a test statement. Sea IF,THEN,ELSE,ON... COSUB.

Example Program:
100 GOSUB 200
110 PRINT"'BACK FROM SUBROUTINE'': END
200 PRINT" "EXECUTING THE SUBROUTINE"
210 RETURN
(RUN)
EXECUTING THE SUBROUTINE
GACKFROM THE SUBROUTINE
Control hranthes from line 100 to the subroutine beginning at line 200. Line 210 instructs Computer to return to the statement immediately following COSUB, that is, line 110.

## RETURN

Ends a subroutine and returns control to statement imm: dately following the most reeently executed GOSLB. It RETURN is encountered without execution of a matching COSUB. an error will occur. See GOSUB.

ON $n$ GOTO line number, .... line number
This is a mutti-way branching statement that is contrelled by a test variable or expression. The general format tor ON a GOTO is:

ON expression GOTO Iss line number. Ind tite mumber, . . . . K:h tine number expression must be between 0 and 255 inclusive.

When ON.. GOTO is exceated, tirst the expression is eralusted and the integer portion... NTTexpression) . . . is obtained. We'll retur to this integer portion as J. The Computer counts over to the Jth
element in the line-number list, and then branches to the line number specified by that element. If there is no Jth element (that is, if $J>K$ in the general format above), then control passes to the next statement in the program.

If the test expression or number is less than zero, an error will occur. The line-number list may contain any number of items.

For example, 100 ON MI GOTO 130, 160, 170. 130. 180
says "Evaluate MI. If integer portion of MI equals 1 then go to line 150;
If it equals 2, then go to $\mathbf{1 6 0}$;
If it equals 3, then go to 170:
If it equals 4 , then go to 150 ;
If it equals 5 , then go to 180:
If the integer portion of MI doesn't equal any of the numbers 1 through 5 , advance to the next statement in the program."

Sample Program Using ON $n$ GOTO
100 INPUT "ENTER A NUMBER":X
200 ON SGN(X)+2 GOTO 220,230,240
220 PRINT "NEGATIVE":END
230 PRINT "ZERO":END
240 PRINT "POSITIVE":END
SGN(X) returis -1 for $X$ less than zero; 0 for $X$ equal to zero; and +1 for X greater than O . By adding 2, the expression takes on the values 1,2 , and 3 , depending on whether $X$ is negative, zero, or positive. Control then branches to the appropriate line number.

## ON $n$ GOSUB line number, . .., line number

Works like ON $n$ COTO, except control branches to one of the subroutines specified by the line numbers in the line-number list.

```
Example:
100 INPUT "CHOOSE 1,2OR 3":1
105 ON I GOSUE 200,300,400
110 ENO
2O0 PRINT "SUBROUTINE #1":RETURN
300 PRINT "SUBROUTINE *2":RETURN
400 PRINT "SUBROUTINE *3":RETURN
```

The test object $n$ may te a numerical constant, variable or expression. It must have a non-negative value or an error will occur.

See ON n COTO.

## FOR name $=\exp$ TO $\exp$ STEP $\exp$ NEXT name

Opens an iterative (repetitive) loop so that a sequence of program statements may be executed over and over a specified number of times. The general form is (brackets indicate optional material):

```
Ine * FOR counter-sariable = initial walue TO final value\STEP increment\
```

- 
- 【program statements]
line * NEXT [couniemvariable]
In the FOR statement, initial value, final value and increment can be constants, variables or expressions. The first time the FOR statement is executed, these three are evaluated and the values are saved; if the variables are changed by the loop, it will have no effect on the loop's operation. However, the counter variable must not be changed or the loop will not operate normally.

The FOR-NEXT-STEP loop works as follows: the first time the FOR statement is executed, the counter is set to the "initial value." Execution proceeds until a NEXT statement is encountered. At this point, the counter is incremented by the amount speciffed in the STEP increment. (If the increment has a negative value, then the counter is actually decremented.) If STEP increment is not used, an increment of 1 is assumed.

Then the counter is compared with the final value specified in the FOR statement. If the counter is greater than the find wulue, the loop is completed and execution continues with the statement following the NEXT statement. (If increment was a negative number, loop ends when counter is less than flnal value.) If the counter has not yet exceeded the final walae, control pasies to the first statement after the FOR statement.

## Example Programs:

```
10 FOR I=10 TO 1 5TEP -t
20 PRINTI;
30 NEXT
```

RUN
$\begin{array}{llllllllll}10 & 9 & 8 & 7 & 6 & 5 & 4 & 3 & 2 & 1\end{array}$
READY
>-
to FORK=0 TO ESTEP. 3
20 PRINTK:
30 NEXT

## RUN

```
.0 .3 . }6.
READY
value.
```

```
FOR=4TOO
```

FOR=4TOO
PRINT K:
PRINT K:
NEXT

```
NEXT
```

After $K=.9$ is incremented by $.3 . K=1.2$. This is greater than the
find ialue l, therefore loop ends without ever printing final

```
--------------------------------------------
```

RUN
4
REAOY
$>-$

No STEP is specified，so STEP 1 is assumed After $K$ is incremented the first time，its value is 5 ．Since 5 is greater than the final value 0 ．the loop ends．

```
10--ロー---ー------------------ー-----------------
10 J=3:K=8:L=2
20 FORI=JTOK+1STEPL
25 J=0:K=0:J=0
30 PRINTI:
4O NEXT
RUN
    3 5 7 9
READY
    >-
```

The variables and expressions in line 20 are evaluated once and these values become conutants for the FOR－NEXT－STEP loop．Changing the varishle salues futet ins no aliset on the loop．

FOR－NEXT loops may be＂nested＂：

```
FORI=1TOJ
PRINT 'OUTER LOOP''
    FOR J=1 TO 2
    PRINT '* INNER LOOP"
    NEXTJ
NEXT 1
```


## RUN

OUTER LOOP
INNER LOOP
INNER LOOP
OUTER LOOP
INNER LOOP
INNER LOOP
OUTER LOOP
INNER LOOP
INNER LOOP
Note that each NEXT statement specifies the appropriate counter variable; however, this is just a programmer's convenience to help keep track of the nesting order. The counter variable may be omitted from the NEXT statements. But if you do use the counter variables, you must use them in the right order; i.e., the counter variable for the innermost loop must come first.
It is also advisable to specify the counter variable with NEXT statements when your program allows branching to program lines outside the FOR-NEXT loop.

Another option wlth nested NEXT statements is to use a counter variable list.

Delete line 50 from the above program and change line 60:

## 60 NEXT J, I

Loops may be nested 3-deep, 4-deep, etc. The only limit is the amount of memory available.

## ERROR code

Lets you "simulate" a specified error during program execution. The major use of this statement is for testing an ON ERROR GOTO routine. When the ERROR code statement is encountered, the Computer will proceed exactly as if that kind of error had occurred. Refer to Appendix $\mathbf{B}$ for a listing of error codes and their meanings.

## Example Program:

```
100 ERROR t
RUN
TNF ERMOR
REAOY
    >-
```

1 is the error code for "attempt to execute NEXC statement without a matching FOR statement".

```
See ON ERROR GOTO, RESUME.
```


## ON ERROR GOTO line number

When the Computer encounters any kind of error in your program, it normally breaks out of execution and prints an error message. With ON ERROR GOTO, you can set up an error-trapping routine which will allow your program to "recover" from an êtror and continue, without any break in execution. Normally you have a particular type of error in mind when you use the ON ERROR GOTO statement. For example, suppose your program performs some division operations and you have not ruled out the possibility of division by zero. You might want to write a routine to handle a division-by-zero error, and then use ON ERROR GOTO to branch to that routine when such an error occurs.

Example:
5 ON ERROR GOTO 100
$10 c=1 / 0$
In this "loaded" example, when the Computer attempts to execute line 10, a divide-by-zero error will occur. But because of line 5 , the Computer will simply lgnore line 10 and branch to the errorhandling routine beginning at line 100 .

NOTE: The ON ERROR GOTO must be executed before the error occurs or it will have no effect.
The ON ERROR GOTO statement can be disabled by executing an ON ERROR GOTO O. If you use this inside an error-trapping routine, BASIC will handle the current error normally.
The error handling routine must be terminated by a RESUME statement. See RESUME.

## RESUME line number

Terminates an error handling routine by specifying where normal execution is to resume.

RESUME without a line number and RESUME 0 cause the Computer to return to the statement in which the error occurred.
RESUME followed by a line number causes the Computer to branch to the specified line number.

RESUME NEXT causes the Computer to branch to the statement following the point at which the error occurred.

Sample Program with an Error Handling Routine

```
5 ON ERROR GOTO 100
SO INPUT "SEEKING SQUARE ROOT OF";X
20 PRINT SOR|XI
30 GOTO IO
TOO PRINT 'IMAGINARY ROOT:''; SOR(-X);'*I"
110 RESUME :O
```



RUN the progran and Iry inpuatong a n: ;ative walee.

## REM

 allows you 10 inscrt iommonts (REVness) :nto pour presta:n ior documentation. Then, when you (or simeone elve) look 11 a listing of your program, it't be a lot savier to higure out. If RE: 1 is used in a mulitistatement program line. It mast be the last itat:ment.

## Examples Program:

```
IOREM * THIS FEMARK INTROOUCESTHE PROGRAM **
20 REM * ANO POSSIGLY THE PROGRAMMER, TDO.
30 REM **
    **
40REM ** THISREAAARKEXPLAINS WHATTHEE **
SOREM ** VARIOUS VARIAELES REPRESENT: **
60REM *C = CIRCUMFERENCE R = RADIUS *
7OREM =O = OIAMETER **
BOREM
90 INPUT "RADIUS":R : REM THIS IS FIRST EXECUTAGLEE LINE
```

The above program showe some of the graphic possibilitiss of RE.Y statements Any alphanumeric sharater may be instaded in a REM statement, and the maximum length is the same as that of other statements: 355 characters tolal.

IN I.EVEL II BASIC, an spositrophe (SHIFT 7) may be used as an abbrcviation for : REX!.

## $100^{\circ}$ THIS TOO IS A REMARK

## IF rue/false expression action-clause

Instructs the Computer to test the following logical or relationsl expressiun. It the expresinon is Truc. conl rol witl proceed to the "action" thatse immediately following the expression. If the expression is False, control will jump to the matching ELSE statement (if there is one) or down to the next program line.

In numerizal terms, if the cypression has a non-zero value, th is always equivalent to a logical True.

## Examples:

100 IF $X>127$ PRINT "OUT OF RANGE": ENO

 control witt jump dionn to the sext lite in the prowfam, seribug the PRINT and END statement:

1001 O O O X ANO $X<=90$ TMEN $Y=X=1$ so
 Otherwise control will pais direitly to the next prosis iti ..t... sippine the THEN clause.

NOTE: THEN is optional in the above and similar statements. However, THEN is sometimes required to eliminate an ambiguity. For example. $\mathbf{4 0 0}$ IF $Y=M$ THEN $M=0$ won't work without THEN.

```
500 INPUT AS: IF AS="YES" THEN 100
600 INPUT AS:IFAS="YES"GOTO 100
```

The two statements have the same effect. ThIEN is not optional in line 500 and other if expression Then line number statements.

```
100 IFA>OANO G>OPRINT "BOTH POSITIVE"
```

The test expression may be composed of several relational expressions joined hy logical operators AND and OR.

See THEN, ELSE,

## THEN statement or line number

Initiates the "action clause" of an IF.THEN type statement. THEN is optional except when it is used to specify a branch to another line number, as in IF A<O THEN 100 . THEN should also be uned in IF-THEN-ELSE statements.

## ELSE statement or line number

Used after IF to specify an atternative action in case the IF test faite. (When no ELSE statement is used, control falls through to the next program line atter a test faile.)

## Examples:

```
100 INPUT AS: TF AS**YES**THEN 300ELSEEND
```

In line 100, if AS equals "YES" then the program branches to line 300. But if AS does not equal "YF.S". program skips over to the ELSE statement which then instructs the Computer to end execution.


If $A$ is less than $B$, the Computer prints that fact, and then proceeds down to the next program line, skipping the ELSE statement. If $A$ is not less than $B$, Computer juinps directly to the ELSE statement and prints the spaified messiage. Then control passes to the next statement in the program.

200 TF A >. 001 THEN BET/A: A =A/5:ELSE 260
If $A>.001$ is True. then the next two statements witl be executed. assigning new valees to $B$ and $\lambda$. Then the program wilt drop down to the nex: line. , kipping the I:LSE, statement. But if $A>.001$ is

False, the program jump, directly over to the ELSE state:n int. which then instructs it to branch to line: ? ? o . Note that GOTO is not required afterELSE.

IF-THEN.ELSE statements may be nested. bui you iube to take care to math up the IFs and ELSEs.

```
10 INPUT '*ENTER TWO NUMEERS**A.B
20 IF A< -BTHEN IF A<BPRINT A:ELSEFPRINT "NEITHER":ELSEPPRINT B:
30 PRINT*IS SMALLER**
```

RUN the prozram. inputting various patss of numbers. The program picks out and prints the stialler of any two numbers you uitier. Note that the THEN statements and the colons may be omitted from lite 20.

## Data Conversion

Every namber med during execution must be typed as either integer, single precrsion or double precision. Oiten this typ ng involves converting a number from one form to another. This may produce unexpected. coniusing results -- unless you understand the rules governing such automatic typing and type conversion.

## Type Conversion

Constants are the actual numbers (not the variable names) used by LEVE:L II BASIC durnng execution. They may appear in your program (as in $X=1 / 3$, the right side of the equation) or they may be temporary (intermediate) constants created durias the evaluation of an expression. In any case, the following rules determine how a constant is typed:

1. If a constant contzins 8 or more digits, or if $D$ is ured in the exponent, that number is stored as double prectision. Addeng 3 a dechertion character also torces a constant to be stored as double precision.
2. If the number is not double-precision. and if it is outstede the range -327 is to +31707 or if it contins a decinal point, then the number is sored as imgle-preision. If wh: :aber is expresked in exponential notation with Eprecelt:3 tive exporent. the number is single prection.
1II. If neither I nor II is true oi the constant, then it is sfored as an inteser.

## Example Program:

```
10 PRINT 1.23:367. 1.2339676
RUN
    1.23457 1.2345676
ready
>-
```

The first constant contains 7 digits; so by Rules 1 and II, it becomes a single-precision number. Single precision numbers.are printed as 6 diguts with the least signiticant digit properly rounded. But the second constant contains 8 delts, therefore by Rule I it becomes a double precision number. stored internilly as $1.23 \div 56,13000000000$. The number is printed out with all eight signifieant digits showing, and all the trathing eeros suppressed.

## Typing of Constants

When operstions are performed on one or two numbers, the result must be typed as integer, double or single-procision.

When a,+- , or " operation is performed, the result will have the same degree of precision as the most precise operand. For example, if one operand is single-precision, and the other double-precision, the result witl be double precision. Only when both operands are integers will a tesult be integer. If the resilt of an integer *, $-\infty$, or + operation is outside the integer range, the operation will be done in single precision and the result stored as single precusion.

Division follows the same rules as + , *and - , except that it is never done at the integer level: when both operators are integers, the operation is done in single precision with a sunglemrecision result.

During a compare operation ( $<$,$\rangle . =$ ete.) the operinds are converted to tin same typabetore they are compared. The less precise type will always be converted to the mor: precise type.

If you tre using logical operators for bit manipulations or Boolean operations (s:e (hapter 8. "Logical Operaton"), you'll need to read the next paragraple: otherwhe. ikip at.

The logicat operators AND. OR and NOT farit convert their operands to integer form. If one of the operands is outside the allowable ranes for integers $(-32768$ to +32767$)$ an werllow error oceurs. The reath of a logical op:ration is akwas an integer.

## Effects of Type Conversions on Accuracy

When a number is converted to integer type, it is "rounded down", i.e. the gargest integer whith is not greater than the namber is used. (This is the vane thing that happens when the (NT function is applied to the number.)

When a number is converted from double to single precision, it is "His round id" the le.st signticant dient is monned up if the fractional bart $>=5$. Othermice it is left anchan

In the following examples keep in mind that single precision variables are stored with 7 digits of prevision, but printed out with 6 digits (to allow for proper rounding). Simitarly, double precision values are stored with 17 digits but printed out with only 16.

## Example Programs:

```
10 A##1.6656665666566667
20 旦=A #
30 C5=A*
40 PRINT BI,C%
RUN
    1.66667 I
READY
>-
```

When a single precision number is converted to double precision, only the seven most signiticant digits will be accurate. And if the single precision number didn't contain seven significant digits, watch out!

Examples:

```
\(10 \quad A 1=1.3\)
20 A\# = At
30 PRINTA*
```

RUN
1.299999952316284
READY
$>-$
$10 \quad A *=2 / 3$
20 PRINTA\#
RUN
6566666865348816
READY
>-
$2 / 3$ is converted to a single precision constant; therefore only the first seven digits of $A$ \# are aecurate.

```
10 A#=2/3 =
20 PRINT A*
RUN
    .66666666665656667
    READY
    >-
```

Since the expression $2 / 3=$ is evaluated as a double precision constant. all 16 digits of $A$ are accurate, with the least significant properly 4/5- rounded.

When assigning a constant value to a double precision variable, be sure to include as many significant digits as possible (up to 17).
If your constant has seven or less significant digits, you might as well use single precision.

Examples:


## 5/Strings

"Without string-handling capabilities, a computer is just a super-powered calculator." There's an element of truth in that exaggeration; the more you use the string capabilities of LEVEL II, the truer the statement will seem.

LEVEL I BASIC offered two string variables which could be input and output to make your programs look "friendly" (as in HELLO, BOB!). In LEVEL II you can do much more than that. First of all, you're not limited to two strings - any valid variable name can be used to contain string values, by the DEFSTR statement or by adding a type declaration character to the name. And each string can contain up to 255 characters.

Moreover, you can compare strings in LEVEL II, to alphabetize them, for example. You can take strings apart and string them together (concatenate them). For background material to this chapter, see Chapter 1, "Variable Types" and "Glossary", and Chapter 4, DEFSTR.

Subjects and functions covered in this chapter:

| "String Input/Output" | FRE (string) | MIDS |
| :--- | :--- | :--- |
| "String Comparisons" | INKEYS | RIGHTS |
| "String Operations" | LEN | STRS |
| ASC | LEFTS | STRINGS |
| CHRS |  | VAL |

## String Input/Output

String constants - sequences of alphanumeric characters - may be input to a program just as numeric constants are input, using INPUT, READ/DATA, and INPUT * (input from tasseite). They mas generally be input without quotes:

```
10 INPUT" "YES OR NO";RS
20 IF RS*"YES"PRINT"THAT'S BEING POSITIVEI":END
30 PRINT 'WHYNOTT"'
```

RUN
YES OR NOT-[yOu type] YES GATER
THAT'S EEING POSITIVEI
READY
$>$ —

However, to input a string constant which contalns commas, colons, or leading blanks, the string must be enclosed in quotes.

## .

```
10 INPUT 'LAST NAME, FIRST NAME":NS
20 PRINT N%
```

mun

```
LAST NAME, FIRST NAME? _- [you type:] "SMITN, JONN"
EmIER
SMITN, JOHN
READY
>-
```

The same rule regarding commas, colons and leading blanks applies to values input via DATA statements and INPUT * statements.

```
READ T$.N$, O$
PRINT T$:N$:DS
DATA "TOTAL IS: "."ONE TNOUSAND. TWO HUNDRED "
dATA DOLLARS.
```

TS requires quotes because of the colon:
NS requires quotes because of the comma.

## String Comparisons

Strings may be compared for equality or alphabetic precedence. When they are checked for equality, every character, including any leadins or trailing blanks, must be the same or the test fails.

## 600 TF 2S-"END"TNENSPS

Stringsiare compared character-for-character from left to right. Actually the ASCII codes for the characters are compared, and the character with the lower code number is considered to precede the other character. (See Appendix C, ASCII Codes.)

For example, the constant "A!" precedes the constant "A*". because "!" (ASCII code: decimal 33) precedes "\#" (ASCII code: decimal 35). When strings of differing lengths are compared, the shorter string is precedent if its characters are the same as those in the longer string For example, " $A$ " precedes " $A$ ".
The following relational symbols may be used to compare strings:

Note: Whenever a string constant is used in a comparison expression or an assignment statement, the constant must be enclosed in quotes:

```
A$=''CON$TANT"
IF As =""CONSTANT" PRINT AS
```

(The quotes are required in both cases.)

## String Operations

Not including the functions described below, there is only one string operation - concatenation, represented by the plus symbol 4.

Example Programs:
10 CLEAR 75
20 AS""A ROSE"
30 ES"'IS AROSE"
40 C\$aAS+日S+B\$+B5+'."
50 PRINT C\$
RUN
A ROSE IS A ROSE IS A ROSE IS A ROSE.
READY
$>-$
In line 40, the strings are concatenated - strung together.

```
10 T5"'100"
20 SUB%='5"
30 CODE$='32L"
40 LCS=TS+''''+5UB$+COOES
SO PRINT LC$
RUN
100.532L
READY
>-
```


## ASC (string)

Returns the ASC[l code (in decimal form) for the first character of the specified string. The string-argument must be enclosed in parentheses. A null-string argument will cause an error to occur.

100 PRINT ASC("A")
110 T\$ ${ }^{\prime \prime}$ 'AE'': PRINT ASC\{T\$)
Lines 100 and 110 will print the same number.
The argument may be an expression involving string operators and functions:

200 PRINT ASC(RIGHTS(TS, II)

Refer to the ASClI Code Table, Appendix C. Note that the ASCII code for a lower-case letter is equal to that letter's upper-case ASCli code plus 31. So ASC may be used to convert upper-case values to
lower-case yalues - uscful in case you have a line printer with lowercase capabilities and the proper intertiating hardware'sotware).

ASC may also be used to create coding/decoding procedures (sae example at end of this chapter).

## CHR\$ (expression)

Performs the inverse of the ASC function: returns a one-character string whose character has the specifed ASCII, control or graphics code. The argument may be any number from 0 to 255 , or any variable expression with a value in that range. Argument must be enclosed in parentheses.

100 PRINT CHRS(35) prints a pound-sign *
Using CHRS, you can even assign quote-marks (normally used as string-delimiters) to strings. The ASCll code for quotes " is 34 . So AS $=$ CHRS(34) assigns the value " to AS.

```
100 AS=CHRS\34)
I!O PRINT'HE SA1D,'';AS;''HELLO.';AS
RUN
HE SAID."HELLO,"
READY
>
```

CHRS may also be used to display any of the 64 graphics characters. (See Appendix C, Graphics Codes.)
10 CLS

20 FORI:129 TO i91
30 PRINTI:CHRS(I).
40 NEXT
50 GOTO $\$ 0$
(RUN the program to see the various graphics characters.)
Codes 0-31 are display control codes. lnstead of returning an actual display character, they return a control character. When the control character is PRINTed, the function is performed. For exumple, 23 is the code for 32 character-per-iine format; so the command, PRINT CHRS(23) converts the display format to 32 characters per line. (Hit CLEAR, or execute CLS, to return to 64 character-per-line format.)

## FRE (string)

When used with a string variable or string constant as an argument, returns the amount of string storage space currently available. Argument must be enclosed in parentheses.

```
S00 PRINTFRE(AS), FRE(LS), FRE['Z'')
```

All return the same value.
The string used has no significance; it is a dummy variable. See Chapter 4, CLEAR $n$.

## INKEYS

Returns a one-character string determined by an instantaneous keyboard strobe. If no key is pressed during the strobe, a null string (length zero) is returned. This is a very powerful function because it lets you input values while the Computer is executing - without using the Eing key. The popular video games which let you fire at wilt, guide a moving dot through a maze, play tennis, etc., may all be simulated using the INKEYS function (plus a lot of other program logic, of course).
Characters typed to an INKEYS are not automatically displayed on the screen.
Because of the short duration of the strobe cycle (on the order of microseconds) INKEYS is invariably placed inside some sort of loop, so that the Keybourd is scanned repeatedly.

Example Program:

```
10 CLS
100 PRINT S 540,INKEYS:GOTO 100
```

RUN the program; notice that the screen remains blank until the first time you lit a key. The last key hit remains on the screen until you hit another one. (Whenever you fail to hit a key during a keyboard strobe, a null string, i.e., "nothing", is PRINTed at $\$ 40$. This "nothing" has no effect on the currently displayed charater at 540 .)
INKEYS may be used in sequences of loops to allow the user to build up a longer string.

## Example:

```
90 PRINT "ENTER THREE CHARAGTERS"
100 AS#INKEYS: IF AS="\cdotsTHEN t00 ELSE PRINT AS:
110 BSFINKEYS : IF BS*'"'THEN 110 ELSE PRINT 9S:
120 C$=1NKEYS:IF CS*'"'THEN 120 ELSE PRINT CS:
130 DS=AS*ES*C$
```

A three-character string DS ean now be entered via the keyboard without using the E[J]B key.

NOTE: The statement if AS=" $"$ compares $A S$ to the null strins,

## LEFT \$ (string, $n$ )

Retums the first $\boldsymbol{n}$ characters of string. The arguments must be enclosed in quotes. string may be a string constant or expression, and $n$ may be a numeric expression.

Example Program:

```
10 AS='TIMOTHY"
20 ES-LEFTS(AS,3)
30 PNINTES;'-THAT'S SHORT FOR ';AS
```

RUN
TIM-THAT'S SHORT FOR TIMOTHY
READY
>-

## LEN (string)

Returms the character length of the specified string. The string variable, expression, or constant must be enclosed in parentheses.

```
10 ASmren
20 B$m'TOM'
30 PRINT AS,ES,ES+BS
40 PRINT LEN(AS),LEN(B$),LEN(B$+B$)
RUN
\begin{tabular}{cc} 
TOM & TOMTOM \\
3 & 6
\end{tabular}
REAOY
>-
```


## MID\$ (string, $p, n$ )

Returns a substring of siring with length $n$ and starting at position p. The string name, length and starting position must be enclosed in parentheses. string may be a string constant or expression, and $n$ and $p$ may be numeric expressions or constants. For example, MIOS[ls,3,1) refers to a one-character string beginning with the 3rd character of LS.

Example Program:
The first three digits of a local phone number are sometimes called the "exchange" of the number. This program looks at + complete phone number (area code, exchange, last four digits) and picks out the exchange of that number.

```
10 INPUT "AREA COOE ANO NUMRERS (NO HYPHENS, RLEASE)':PHS
20 EX$=MIOS(PHS, 4, 3)
30 PRINT ''NUMBER IS IN THE ";EX乎;' EXCHANGE."
```

If no argument is specified for the length $n$, the entire string beginning at position $p$ is retumed.

## RIGHTS (string, n)

Retums the last $n$ characters of string string and $n$ must be enclosed in parentheses siring may be a string constant or variable. and $n$ may be a numerical constant or veriable. If LEN(string) is kss than or equal to $n$, the entire string is recumed.

RIGHTS(ST $\$, 4$ ) retums the last 4 characters of STS.

## STRS (expression)

Converts a numeric expression or constant to 8 string. The numeric exprestion or constant must be enclosed in parentheses. STRS(A). for example, returns a string equal to the character representation of the value of $A$. For example, if $A=58.5$, then $S T R S(A)$ equals the
 to allow for the sign of A). While arithmetic operations may be performed on A, only string operations and functions may be performed on the string " 58.5 ".

PRINT STRS(X) prints $X$ without a trailing blank; PRINI X prints $X$ with a trailing blank.

## Example Program:

```
10 A-53.3: E--53.5
20 PRINTSTR$(A)
30 PRINT STR$(B)
40 PRINT STRS(A+B)
30 PRINT STRS(A)+5TRS(D)
```

RUN
38.3
$-38.5$
0
38.5-38.3
READY
$3-$

Note that the leading blank is filled by the minus sign in STRS(B).

## STRING ( $n$, character or number)

Returns a string composed of $n$ character-symbols. For example, STRINGS(30,"*') returns "********\{ ********************" STRINGS is useful in creating graphs, tables, etc.
characfer can also be a riumber from $0-255$; in this case, it will be treated as an ASCll, control, or graphics code.

## Example:

STRINGS(6tiv1) retuens a strnn: compoied of of graphes blocks.

## VAL (staing)

Performs the inverse of the STRS firraton. s: : in :"16 namber represinted by the charaters in atrins argumeti. For example.


VAL operates a tithe differently on mixed strings - strings whose values consist of a number followed by slphanumeric charaters. In such cases, only the leading number is used in determing VAL: the alphanumerne remsinder is ignored.

For exsmple: VAL ("ICO DOLLARS") returns 100.
This can be a handy short-cut in examining addeesses, for example.
Example Program:

```
10 REM "WHAT SIDE OF THE STREET'"
15 REMEVEN=NORTH.ODD=SOUTH
20 INPUT 'ADDRESS: NUMEER AND STREET"; ADS
30 C=INT(VAL(ADS1/2)+2
40 1FC=VAL(ADS)PRINT "NORTHSIDE'':GOTO 20
50 PRINT''SOUTHSIDE';'GOTO 20
```

RUN the program, entering street addresses like " 1015 SEVENTH AVE:

## Coding/Decoding Program for Illustration Only

```
5 CLS: PRINT CHRS(23)
10 CLEAR 1000
20 INPUT *ENTER MESSAGE'*: M$
30 FORK=1 TOLEN(AS)
40 T$*MIDSIMS, K, 11
60 CD=ASC(TS)+5:IFCD>255CD-CD-255
70 NUS-NUS + CHRSICD)
80 NEXT
90 PR1NT "THE CODED MESSAGE 15''
100 PRINT NUS
110 FORK=1 TO LEN(NU5)
120 TS=M|D3|NUS.K. I)
130CD=ASCITSI-5. IF CD<OCD=CD+255
140 OLDS=OLDS+CHAS(CD)
150 NEXT
160 PRINT "TMEDECODED MESS.AGE IS'*
170 PRINT OLDS
```

RUN the program.

Limes 30-80 and $110-150$ dimonstrat: how voll can "perel olt" the charaters of a string for armationtion. Lines 60 and 130 demonstrate manipulstion of ASCll cod:s.

## Instring Subroutine

Using the intriane stang functions MBD and LEN, it's easy to create a very hardy stronghatdling suhroutine, INSIRING. This function takes two siring arguments and tests to see whether one is contained in the other, When you are searching for a particular word. phrase or piece of duta in a larger body of tevt or data. INSTRNG can be very powerful. Herc's the subroutine:

```
999 END'THISIS A PROTECTIVE END·BLOCK
1000 FOR |=1TOLEN(XS)-LEN(Y5)+1
1010 IF YS=MIDS|XS.I,LEN|YSII RETURN
1020 NEXT ; 1=0;RETURN
```

To use the subroutine, first assign the value of the larger string (the "'search area") to $X 5$, and the valuc of the desired subvtring to $Y \$$. Then call the subroutine with GOSLB. The subroutiae wall reters a value of I which tell you the starting position of YS in the larger string $X Y$; or if $Y$ 'S is no: a substring of $X \$$. $I$ is returned winh a value of tero.

Here's a sample program using the INSTRING subroutine. (Type in the above lines $999-1020$ plas the following.)

```
5 CLEAR 1000:CLS
10 INPUT''ENTER THEELONGERSTRING'' XS
20 1NPUT "WOW ENTER THE SHORTERSTRIAG'`YS
30 GOSUA 1000
40 IF 1=0 THEN70
30 PRINT YS,* IS A SURSTRINGOF'`:XS
35 PRINT"'STARTINGPOSITION:";I,
GO PRINT ''ENDING POSITION:'.I+LEN(YS)-1
65 PRINT: PRINT:GOTO IO
70 PRINTYS;* IS NOTCONTAINESIN ''X3
8O GOTO 10
```

RUN tha program, entering the string to be searched and then the desired ablotring.

## 6/Arrays

An array is simply an ordered list of values. In LEVEL II thase values may be either numbers or strines, depending on how the array is defined or typed. Arrays provide a fast and organized way of handling larg: amounts of data. To illustrate the power of arrays, this chapter traces the development of an array to store checkbook data: check numbers, dates written, and amounts for each check.

In addition, several matrix manipulation subroutines are listed at the end of this chapter. These sequences will let you add, multiply, transpose, and perform other operations on arrays.

Note: Throughout this chapter, zero-subscripted elements are generally ignored for the sake of simplicity. But you should remember they are available and should be used for the most efficient use of memory. For example, after DIM A(4), array A contains 5 elements: $A(0), A(1), A(2), A(3), A(4)$.

For background information on arrays, see Chapter 4. DIM, and Chapter 1, "drrays".

## A Check-Book Array

Consider the following table of checkboc:- information:

| Check \# | Date Written | Amount |
| :--- | :---: | ---: |
| 025 | $1.1-73$ | 10.00 |
| 026 | $1-5-73$ | 39.95 |
| 027 | $1.7-73$ | 23.50 |
| 028 | $1-73$ | 149.50 |
| 029 | $1-10-78$ | 4.90 |
| 030 | $1-15-78$ | 12.49 |

Note that every item in the table may be specified simply by reference to two numbers: the row number and the column number. For example, (row 3. column 3) refers to the amount 23.50. Thus the number pair (3,3) may be called the "subscript address" of the value 33.50 .

Let's set up an array, CK. to correspond to the checkbook informaton table. Since the table contains ó rows and 3 columns, array CK will need two dimensions: one for row numbers. and one for column numbers. We can pitture the array tike this:

| $\mathrm{A}(1,1)=025$ | $\mathrm{~A}(1,2)=1.0173$ | $A(1.3)=10.00$ |
| :--- | :--- | :--- |
| $\cdot$ | $\cdot$ | $\vdots$ |
| $\mathrm{~A}(6,1)=030$ | $\cdot$ | $\vdots$ |
|  | $\mathrm{~A}(6,2)=1.1578$ | $\mathrm{~A}(6.3)=12.49$ |

Notice that the date information is reorded in the form min ddy. where $m m=m o n t h n u m b e r, ~ d d=d y y ~ o f ~ m o n t h, ~ a n d ~ v y ~ a ~ l a s t ~ t w o ~$ digits of year. Since $C K$ is a mumeric amzy, we can't store the data with alpha-numeric characters such as dashes.

Suppose we assign the appropriate values to the array eliments. Unless we have used a DIH statement, the Computer will assume that our array requires a depth of 10 ior each dimension. That is, the Computer will set aside memory locations to hold CK(7,1), CK $(7,2), \ldots$, CK $(9,1)$, CK $(9,2)$ and CK $(9,3)$. In this case, we don't want to set aside this much space, so we use the DIM statement at the beginning of our program:

```
10
DIM CK(6.3) 'SET UPA 8 GY 3 ARRAY (EXCL ZERO SUGSCR(PTS)
```

Now let's add program steps to read the values into the array CK:

```
20 FOR ROW=1TO R
30 FORCOL=1 TO 3
40 READCK|ROW,COL!
50 NEXT COL, ROW
90 DATA 025, 1.0178, 10.00
91 DATA 026, 1.0576,39.95
92 DATA 027, 1.0778, 23.50
93 DATA 028,1.0778, 149.50
94 DATA 029,1,1078,4.90
95 DArA 030.1.1578, 12.49
```

Now that our array is set up, we can begin taking advantage of its buitt-in structure. For example, suppose we want to add up all the checks written. Add the followng lines to the program:

```
100 FOR ROW=1 TO &
110 SUM=SUM+CK(ROW,3)
120 NEXT
130 PRINT"TOTAL OF CHECKSWRITTEN';
I40 PRINT USING"SS***.##';SUM
```

Now let's add progratn steps io prinf out atl cheves that were written on a giver diy.

```
200 PRINT ''SEEKING CHECKS WRITTEN ON WHAT DATE (MM.DDYY)'';
210 INPUTDT
230 PRINT:PRINT"ANY CHECKS WRITTEN ARELISTED BELOW:"
240 PRINT"CHECK#'","AMOUNT": PRINT
2 5 0 ~ F O R ~ R O V = 1 ~ T O ~ 6 ~
260 IFCK[ROW.Z]=DT PRINTCKIROW.I].CK(ROW.3)
270 NEXT
```

It's easy to generalize our program to handle checkbook information for all 12 months and for $y$ airs other thin 1978.

All we do is increase the size (or "depth") of each dimension as needed. Let's assume our checkbook includes check numbers 001 through 300, and we want to store the entire checkbook record. Just make these changes:

```
10 DIM CK{300.3] 'SET UP A 300 BY 3 ARRAY
20 FOR ROW=1 TO 300
```

and add DATA lines for check numbers 001 through 300. You'd probably want to pack more data onto each DATA line than we did in the above D.ATA lines.

And you'd change all the ROW counter final values:

```
100 FOR ROW =1 TO 300
.
250 FOR ROY=1 TO 300
```


## Other Types of Arrays

Remember, in LEVEL Il the number of dimensions an array can have $t$ and the size or depth of the mrray . is limited only by the amount of memory avalatle. Also remember thest string arrays can be used. For example, CSI.X) would automatically be interpreted as a string array. And if you use DEFSTR .I at the beginning of your program, any arras whowe name bes.as with $I$ wauld also be a string array. One obvious application :or 1 siritig array wo:td be to store text material for aseess by a string manipulation program.

```
10 CLEAR 1200
20 DIMTXTS{10}
```

would set up a string array capable of storing 10 lines of text. 1200 bytas were CLEARed to allow for 10 urty-character lines, plus 600 extra bytes for string manipulation with other string variables.

## Array/Matrix Manipulation Subrcutines

To use this subroutine, your mun program must supply values for N1 (rows) and N2 (calurnis).

```
30100 REM MATRIX INPUT SUBROUTINE (2 DIMENSION)
30110 FORI=I TONI
30120 PRINT "INPUT ROW':I
30130 FORJ=1 TO N2
30140 INPUT A[I,J]
30160 NEXT J,I
30170 RETURN
```

To use this subroutine, your main program must supply values for
$\mathrm{N} 1(\operatorname{dim}=1) . \mathrm{N} 2(\mathrm{dim}=2)$ and $\mathrm{N} 3(\operatorname{dim}=3)$.

```
30200 REM MATRIX READ SUBROUTINE (3 DIMENSION)
30205 REM REOUIRES DATA STMTS.
30210 FOR K=1 TO N3
30220 FORI=1 TON1
30230 FOR \=1 TON2
30240 READA(I.J.K)
30270 NEXT J,I,K
30280 RETURN
```

Main program supplies values for N1, N2, N3, etc.

```
30300 REMMMARIX ZERO SUBROUTINE (3 DIMENSION)
30310 FOR K=1 TON3
30320 FORJ=1 TON2
30330 FORI=1 TON1
30340 A(I.J.K)=0
30370 NEXT 1.J.K
30380 RETURN
```

Main program supplies whes for N1, N2. N3.

```
30400 REM MATRIX PRINT SUBROUTINE [3 DIMENSION]
30410 FORK=1 TON3
30420 FORI=1 TON1
30430 FORJ=1 TO N2
30440 PRINT A|I,N,K}.
30450 NEXT J:PRINT
30450 NEXTI.PRINT
30470 NEXT K:PRINT
30480 RETURN
```

```
Main program surpli=5,1!uss for Nl. N2. N3.
30300 REM MATRIX INPUT SUEROUTINE (3 DIMENSION)
30510 FORK=I TON3
30520 PRINT 'PAGE'.K
30530 FORI=1 TONI
30S40 PRINT "INPUT ROW':I
30550 FORJ=1 TO N2
30550 INPUT A(S,J,K)
30570 NEXT J
30580 NEXTI
30590 PRINT NEXTK
30595 RETURN
```

Multiplication by a Single Variable: Scalar Multiplication (3 Dimensional)

```
30600 FORK*1 TO N3.'N3=3RD DIMENSION
30510 FORJ=: TO N2'N2=2ND DIMENSION (ROWS)
30520 FORI=1 TO NI:*NI=1ST DIMENSION (ROWS)
30630 B{1,J,K)=A(I,J,K)+X
30640 NEXT I
30650 NEXTJ
30660 NEXT K
30670 RETURN
```

Slultiplies each element in MATRIX A by $X$ and constructs matrix $B$

## Transposition oi a Matrix (2 Dimensional)

```
30700 FORI-1 TON1
307:0 FOR J=1 TON2
30720 B(J.1)=A(1.J)
30730 NEXTJ
30740 NEXTI
307SO RETURN
```

Transposes matrix $A$ into matrix $B$
Matrix Addition 13 Dimennional)

```
30800 FORK=1 TO N3
30810 FORJ=1 TON2
30B20 FOPI=1 TONI
30日30 C'.I,J.K|=A{IJ.K|*B;I,J.K]
30810 NEXTI
30850 NEXTJ
30850 NEXT K
30870 RETURN
```

Array Element-wise Multiplication (3 Dimetsional)

```
30900 FORK=1 TONJ
30910 FORJ=1 TO N2
30S20 FORI=1 TON1
30930 C{I,d,K]=A(I,J,K)*E|I,J.K)
30940 NEXY I
30950 NEXTJ
30980 NEXTK
```

Multiplies each elemant in A times its corresponding element in $\mathbf{B}$.

Matrix Multiplication (2 Dimensional)

```
40000 FORI=1 TONI
40010 FOR J=1 TO N2
40020 C[1.J]=0
$0030 FORK=tTON3
40040 C(1,J)=C(1,J)+A(1,K)*B(K,1)
40050 NEXTK
4 0 0 6 0 ~ N E X T ~ J ~
40070 NEXT I
```

A must be an N 1 by N 3 matrix; B must be an N 3 by N 2 matrix. The resultant matrix $C$ will be an $N$ ! by $N 2$ matrix. $A, B$, and $C$ must be dimensioned accordingly.

## 7/Arithmetic Functions

LEVEL II BASIC offers a wide variety of intrinsic ("built-in") functions for performing arithmetic and special operations. The special-operation functions are described in the next chapter.

All the common math functions described in this chapter return single-precision values accurate to slx decimal places. $A B S, F I X$ and LNT return values whose precision depends on the precision of the argument. The conversion functions (CINT, CDBL, etc.) return values whose precision depends on the particular function. For all the functions, the argument must be enclosed in parentheses. The argument may be either a numeric variable, expression or constant.
Functions described $\ln$ this chapter:

| ABS | COS | INT | SGN |
| :--- | :--- | :--- | :--- |
| ATN | CSNG | LOG | SIN |
| CDBL | EXP | RANDOM | SOR |
| CINT | FIX | RND | TAN |


#### Abstract

ABS (x) Returns the absolute value of the argument. $\mathrm{ABS}(\mathrm{X})=\mathrm{X}$ for X greater than or equal to zero, and $A B S(X)=-X$ for $X$ less than zero.


```
tOO IF ARS(X)<IE-S PRINT 'TOO SMALL"
```


## ATN ( $x$ )

Returns the arctangent (in radians) of the argument; that is, ATN(X) returns "the angle whose tangent is X". To get arctangent in degrees, multiply ATN(X) by 57.29578 .
$100 \mathrm{Y}=\mathrm{ATN}(\mathrm{B} / \mathrm{C})$

## CDBL ( $x$ )

Returns a double-precision representation of the argument. The value returned will contain' 17 digits, but only the digits contained in the argument will be significant.

CDBL may be useful when you want to force an operation to be done In double-precision, even though the operands are single precision or even integers. For example CDBL ( $1 / \%) / \mathrm{J} \%$ will return a fraction with 17 digits of precision.

```
tOO FOR 14,t TO 25: PRINT :/CDBLIt$1, : NEXT
```


## CINT ( $x$ )

Refurns the targest integer not greater than the argyment. For example, CINT (1.5) returns 1; CINT(-1.5) returns -2. For the CINT function, the argument must be in the range -32768 to +32767 .

CINT might be used to speed up an operation involving single or double-precision operands without losing the prectision of the operands (assuming you're only interested in an integer result).
$100 \mathrm{KW}=\mathrm{CINT}(X * 1+\mathrm{CINT} \mid Y *)$

## $\operatorname{COS}(x)$

Returns the cosine of the argument (argument must be in radians). To obtain the cosine of $X$ when $X$ is in degrees, use $\operatorname{COS}\left(X^{*} .0174533\right)$.

```
100 Y=cos[X+3.3)
```


## CSNG ( $x$ )

Returns a single-precision representation of the argument. When the argument is a double-precision value, it is retumed as six significant digits with " $4 / 5$ rounding" in the least significant digit. So CSNG(.6666666656666667) is returned as .666667 ; CSNG(. 3333333333333333 ) is returned as .333333 .

100 PRINT CSNGIAm*B*)

## EXP ( $x$ )

Returns the "natural exponential" of $X$, that is, $e^{X}$. This is the inverse of the LOC function, so $\mathrm{X}=\mathrm{EXP}(\mathrm{LOC}(\mathrm{X})$ ).

```
tOO PRINT EXP{-X}
```


## FIX ( $x$ )

Returns a truncated representation of the argument. All digits to the right of the decimal point are simply chopped ofi, so the resultant value is an integer. For non-negative $X, F I X(X)=N I(X)$. For negative values of $X, F I X(X)=1 N T(X)+1$. For example, $F I X(2.2)$ returns 2 , and $\mathrm{FlX}(-2.2)$ returns -2 .
$100 \mathrm{Y}=\mathrm{ABS}(\mathrm{A}-\mathrm{F}) \times(\mathrm{A}))$
This statement gives $Y$ the value of the fractional portion of $A$.


Blank When


## INT ( $x$ )

Returns an integer representation of the argument, using the largest integer that is not greater than the argument. Argument is not limited to the range -32768 to +32767 , INT(2.5) returns 3 : iNT(-2.5) returns -3: and NT( 1000101.23 ) returns 100101.

```
100 Z=1NT(A*100*.5)/100
```

Gives $Z$ the value of A rounded to two decimal places (for nonnegative A).

## LOG(x)

Returns the natural logarithm of the argument, that is, $\log _{e}$ (argument). This is the inverse of the EXP function, so $X=\operatorname{LOG}(E X P(X))$. To find the logarithm of a number to another base $b$, use the formula $\log _{b}(X)=\log _{e}(X) / \log _{e}(\mathrm{~b})$. For example, $\operatorname{LOG}(32767) /$ LOG(2) returns the logarithm to base 2 of 32767.

```
100 PRINT LOG(3.3*X)
```


## RANDOM

RANDOM is actusily a complete statement rather than a function. It reseeds the random number generator. If a program uses the RND function, you may want to put RANDOM at the beginning of the progran. This will ensure that you get an unpredictable sequence of pseudo-random numbers each time you turn on the Computer, load the program, and run it.

```
10 RANDOM
20 c=RND(6)+RND(6)
-
-
so GOTO 20 'raNDOM NEEDS TO EXECUTE JUST ONCE
RND(x)
```

Generates a pseudo-random number using the current pseudo-random "seed number" (generat:d intemaliy and not accessible to user) RND may be used to produce random numbers between 0 and 1 , or random integers greater than 0 , depending on the argument.

RND(0) returns a single-precision yalue between 0 and 1. RND(integer) returns an integer between 1 and Integer inclusive (iareger mast be positive and less than 32768 ). For example. RND(55) returns a pseudo-random integer greater than zero and less than 56. RND(55.5) returns a number in the same range, because RN'D uies the INTeger value of the argument.

100 $X=$ RND (2): ON $\times$ GOTO 200.300

## SGN( $x$ )

The "aign" funcion : returns -1 for $X$ negativs, 0 for $X$ wiro, and +1 for $X$ positise.

100 ON SGN $(X)+2$ GOTO $200,300.400$

## $\operatorname{SN}(x)$

Returns the sine of the argument (urgument must be in radians).
To obtain the sine of $X$ when $X$ is in degrees, use $\operatorname{SIN}\left(X^{*} .0174333\right)$.

```
100 PRINT SIN(A*B-B)
```


## SQR( $x$ )

Returns the square roct of the argument. $\operatorname{SQR}(X)$ is the same as X4(1/2), only iaster.

```
100 Y-SOR(X42-H42)
```


## TAN( $x$ )

Returns the tangent of the argument (argument must be in radians). To obtain the tangent of $X$ when $X$ is in degrees, use TAN(X4.0174533).

```
100 2=TAN(2*A)
```

NOIE: A great many other functions may be created using the above functions, Set Appendix F, "Derved Functions'".

## 8/Special Features

LEVEL II BASIC offers some unusual functions and operations that deserve special highlighting. Some may seem highly specialized; as you leam more about programming and begin to experiment with machinelanguage routines, they will take on more significance. Other functions in the chapter are of obvious tenefit and will be used often (for example, the graphics functions). And then there are a couple of features, INP and OUT, that will be used primarily with the TRS-80 Expansion Interface.

Functions, statements and operators described in this chapter:

| Graphlcs: | Error-Routine <br> Functions: | Other Functions <br> and Statements: |
| :--- | :--- | :--- |
| SET | ERL | INP |
| RESET | ERR | MEM |
| CLS |  | PEEK |
| POINT | Logical Operators: | POKE |
|  | AND | POS |
|  | OR | OUT |
|  | NOT | USR |
|  |  |  |

## SET( $x, y$ )

Turns on the graphics block at the location specified by the coordinates $x$ and $y$. For graphics purposes, the Display is divided up into a 128 (horizontal) by 48 (vertical) grid. The $x$-coordinates are numbered from left to right, 0 to 127. The $y$-coordinates are numbered from top to bottom, 0 to 47 . Therefore the point at ( 0,0 ) is in the extreme upper left of the Display, while the point at $(127,47)$ is in the extreme lower right corner. See the Video Display Worksheet in Appendix E.

The arguments $x$ and $y$ may be numeric constants, variables or expressions. They need not be integer values, because SET $(x, y)$ uses the INTeger portion of $x$ and $y$. SET $(x, y)$ is valid for:

```
0< =x<128
```

$0<=y<48$
Examples:
100 SET(RND(128)-1,RNO(48)-1)
Lights up a random point on the Display.
100 INPUT X.Y: SET(X.Y)
RUN to see where the blocks are.

## $\operatorname{RESET}(x, y)$

Turns off a graphics block at the location specified by the coordinates $x$ and $y$. This function has the sime limits and parmeters as $\operatorname{SEI}(x, y)$.

```
200 RESET [X,3)
```


## CLS

"Clear-Screen" - turns off all the graphics blocks on the Display and moves the cursor to the upper left corner. This wipes out alphanumeric characters as well as graphics blocks. CLS is very useful whenever you want to present an attractive Display output.

```
3 CLS
```

10 SET(RND(128)-1.RND(48)-1)
20 GOTO 10

## POINT( $x, y$ )

Tests whether the specified graphics block is "on'" or "otf'. If the block is "on" (that is, if it has been SET), then POINT returns a binary True ( - ) in LEVEL 11 BASIC). If the block is 'otf', POINT returns a bin ary False ( 0 in LEVEL Il BASIC). Typically, the POINT test is put inside an IF-THEN statement.

```
100 5ET{30,28): TF POINT(S0,28) THEN PRTNT 'ON'"ELSE PRTNT "OFF"
```

This line will always print the message, "ON", because POINT( 50,28 ) will return a binary True, so that execution proceeds to the THEN clause. If the test failed, POINT would return a binary False, causing execution to jump to the ELSE statement.

## ERL

Returns the line number in whith an error has occurred. This function is primarily used inside an error-handling routine atcessed by $2 n$ ON ERROR GOTO sistement. If no error has occurred when ERL is called, line number 0 is returned. However, if in error has oceurred since power-up. ERL returns the line number in which the error occurred. If error occurred in direct mode, 65535 is retumed (largest number representable in two bytes).

```
Example Program using ERL
5 ONERRORGOTO }100
10 GLEAR 10
20 INPUT''ENTER YOUR MESSAGE'"MS
30 INPUT'NOW ENTER A NUMBER'"N:N=1/N
40 REM RESTOFPROGRAMGEGINSHERE
.
999 END
1000 IF ERL=20 THEN $010 ELSE IF ERL=30 THEN 1020
1005 ON EARORGOTO O
1010 PRINT "TRYAGAIN-KEEPMESSAGE UNDERII CHARACTERS"
1015 RESUME 20
1020 PRINT'FORGOT TO MENTION: NUMBER MUST NOT BE ZERO"
1025 RESUME 30
```

RUN the program. Try entering a long message; try entering zero when the program asks tor a number. Note that ERL is used in line 1000 to determine where the error occurred so that appropriate action may be taken.

## ERR/2+1

Simplar to ERL, exced ERR returns a value related to the code of the error rather than the line in which the error occurred. Commonly used inside an error thandling routine accessed by an ON ERROR GOTO statement. See Appendix B, "Error Cedes."

```
ERR/2+1 = true error code
(true errot code - 1)*2=ERR
Example Program
10 ON ERROR GOTO }100
20 DIMA(15):I=1
30 READA(1)
40 1=1+1:GOTO 30
50 REM REST OF PROGRAM
100 DATA 2, 3,5,7,1,13
999 END
1000 1FERR/2+1=4 RESUME 50
1010 ON ERROR GOTO O
```

Note line 1000,4 is the error code for Out of Data.

## INP (port)

Retums a byte-value from the specified port. The TRS-80 Exponsion interface is required to use INP effectively (with user-supplied peripheral hardware). There are 256 ports, numbered $0-255$. For example

```
100 PRINTINP(50)
```

inputs a byte from port 50 and prints the decimal value of the byte.

## MEM

Returns the number of unused and unprotected bytes in memory. This function may be used in the Command Mode to see how much space a resident program takes up; or it may be used inside the progrem to avert OM (Out of Memory) errors by allocating less string space, DIMensioning smaller array sizes, etc. MEM requires no argument.

## Example:

100 TF MEM < 80 THEN 900
tio Dimalts)
.

Enter the command PRINT MEM (In Command Mode) to find out the amount of memory not being used to store programs, variables, strings, stack, or reserved for object-IIles.

## OUT port, value

Ouputs a byte value to the specified port. OUT is not a function but a statement complete in itself. It requires two arguments separated by a comma (no parenthesis): the port destination and the byte value to be sent.
Example:
OUT 250.10
sends the value " 10 " to port 250 . Both arguments are limited to the range 0.255 .

OUT, like INP, becomes useful when you add the TRS-80 Expansion Interface. See INP.

## PEEK(address)

Returns the value stor, ex the vecif:ed tyte address fin decimal
 the Apperdix: the Vemory Whr tw? an'll hrow where to Pl:EK)
 know what the val!ev expewent.
 microprocestor instructionset manual fore is inciuded with the


PEEK is valuahle for :anking machine lanc土age routines with LEVEL II BASIC prozrams. Tle mathine lorguage routine san store infonmtion in a certan memory bacation, ind PEFK may be used inside your BASIC program to retricue the information. Forexample.

```
A=PEEK{17999}
```

returns the value stored at lowation 17999 and assigns that value to the variable $\lambda$.

Peek may also be used to retrieve information stored with a POKE stat:ment. U'ing Pl:CK and PORE athons you to set up vere compact. byteoriented vorge: ststems. Retien to the Memory Mup in the Appendix to determin: lhe approprinte locatons for this type of storage. Sec POKE, USR.

## POXE address, value

L.onds a vilue into a specified memory location. POKE is not a


 Appendiv to see which addrene youd hie to POKE.



POKE is wseful to: L.F VEL II gruphics. Look at the Vidso Display

 the vmaller boaes are bits. We know that there are s hits per byite: so what hupp aned tu the oterer ? One is ?wed to sdentity the byte
 6 hits conidin ather an . ISCII. gratibich or control inde.

We can uie POKE to turn on the entire PRINI position (6 bits) at one time. When we use SLit, only 1 bit is turad on. Therefore POKE is abuut 6 limes faster than SET. The dolfowing progran demonstrates this speed.

```
10 CLS
20 FOR X=15360 TO 16383
30 POKE X.191
40 NEXT
50 GOTO 50
```

RUN the program to see how iast the sireen is "painted" white. (19) is the code for "sll bils on". 15360 to 16383 are the Video Display memory addresscs.)

Since POKE can be used to store information anywhere in memory, it is very important when we do our graphics to stay in the range for display locations. li we POKE outside this range, we may store the byte in a erifical place. We could be POK Eing into our program, or even in worse places like the stack. Indiscriminate POKEing can be disastrous. You might have to reset or power off and start over again. Unless you know where you are POKEing - don't.

Sce PEEK, USR, SET, and Chapter 4. CHRS for background material.

## $\operatorname{POS}(x)$

Returns a number from 0 to 63 indicating the current cursor position on the Display. Requires a "dummy argument" (any numeric expression).

```
$00 PRINT TAB(40) POS(0)
```

prints 40 at position 40 . Note that a hlank is inserted before the "4" to aecommodste th - sign, thereiore the " 4 " is actually at position 41.) The " 0 " in "POSiC ' is the dummy argument.

```
100 PRINT "THESE'" TAB{POS(0)+5) "WORDS" TAB{POS(0)*5)"AARE";
IIO PRINT TAB(POS(0)+5) 'EVENLY'' TAB!POS(0)+5) 'SPACED"
RUN
THESE WORDS ARE EVENLY SPACEO
REAOY
>-
```


## USR ( $x$ )

Calls a machine language subroutine and passes the argument to the subroutine (you may not need it, in which case it is a dummy argument ). Such a subroutine could be loaded from tape, or created by POKEing microprocessor instructions into the appropriate memory locations. To use the USR function, you should be familiar with the mashine-language programming (as explained in the TRS-80 Editor/Assembler Insi ruction Manual or any Z-80 Programming Manual). Playing around with the USR function can be disastrous to any programs you may have resident in the TRS-80; so do some studying before you aftempt to whe it.

There is only one allowable USR call in LEVEL. It BASIC. In LEVEL It DISC BASIC, there will be up to 10: USR9 through USR9.

## Example:

```
100 X=USR{N]
```

would cause the Computer to branch to the routine beginning at the Iocation POKEd into the USR(N) addresses 16526-16527. $n$ is also stored at 2687 as a 2-byte integer. Upon retum from the routine, the variable $X$ would be given the value passed back from the routine. If no value is passed, X is assigned the value of the argument N .

N must be an integer between -32768 and 32767 .
To create a machine language subroutine for access by USR, you must protect an area in high memory. (See Appendix D, "Memory Map"). First determine how many bytes your routine witl require Then subiract that number from your Computer's highest Memory address (depending on whether your TRS -80 has 4 K or 16 K bytes of memory). The resultant number will be the address where your protected memory should bigin. Turn on the TRS-80, and answer the MEMORY SIZE question by entering the address where protected memory should begin. Addresses above that number will now be reserved tor machine lang!age data and routines.

Load the machine language routine, using POKE or vfa the cassette interface using the SYSTEM command (see Chapter 2, SYSTEM). Then, at the point where you want your BASIC program to branch to the machine language routine, insert a statement which calis USR(O). For example.

```
SO PRINT USR[N]
Or
50 A= USR[T* | + [B
```

To pass the argument to the subroutine, the subroutine should immediately evecute a CALL OA7F(hex) i, e., call 2687 (dec).

There are two was; to return to your B.ASIC program irom the, machine-fongtuge subroutinc.

1) If yau don't wish to pass anty values from the stiproatine
 instruction can be usud
2) To return a value, load the wha into the HL repeter pat as a two-by te signed intsiger and execute a JCMP to locstion D.AVA (HEX) [2714 (DEC)]. HL will be returned as a signed 2-byte inte ger.

The last thing you need to do is tell your B.ISIC progrart what address to branch to in the machine languge rautine. This two-byte address must be POKEd into memory locations 165 2 6 and 16527. POKE the least significant byte into the lower ( 165.6 ) memory location.

For exsmple, if your routine begins at 32000 : in hexade cimal this is 7DOO. Therefore we POKE 00 (HEX) into 16526 , and 7 D (HEX) into 16527. Since POKE requires arguments in decimal form, we use:

POKE 16526,0 : POKE 16527.208
(208 decimal = 7D hex) .
After you have executed the above line, when you use the USR(0) function, the Computer will branch to the instruction stored at 32000.

Note: locations $16526-16527$ contain the dduress of the lllegal Function Call routine unless moditied by POKE.

USR routines are automatically allocated up 108 stack levels or 16 bytes (a high and low menory byte for esch stack level). If you need more stack spice, you can save the BAStC srach pointer and set up your own stack. However, this gets compliested; be sure you know what y ou're doing. See Chapter 2, SYSTEM, and this chapter. PEEK, POKE.

## VARPTR (variable name)

Returns an addrexs-value which wilt help you locate where the variable name and its value are stored in memory. If the variable you specify t.as not been assigned a value, an FC error will ociur when this tunction is catled.

If VARPTRimfeger rurtable) refurns address $K$ :
Address $K$ contans the least significant bytetLSB) of E-byte integer $K$
(two's complement form).
Address $\mathrm{K}+1$ tontuins the most signifitant byte (ASB) of integer $K$.

If VARPTR(single preciston variabie) returns address K:
$(\mathrm{K})^{*}=$ LSB of value
$(K+1)=$ Nert most sig. byte (Next MSB)
$(K+2)=$ VSB
$(K+3)=$ exponent of value

If VARPTR(double precision variable) returns K :
(K) $=\mathrm{LSB}$ of value
$(K+1)=$ Next MSB
$(K+\ldots)=$ Next MSB
$(K+6)=$ MSB
$(K+7)=$ exponent of value

IF VARPTR(string tariable) returns K:
$(\mathrm{K})=$ length of string
$(\mathrm{K}+1)=$ LSB of string value starting address
$(\mathrm{K}+2)=$ MSB of string value starting address

For single and double precision values. the number is stored in normalized exponential form. so that a decimal is assumed before the MSB. 128 is added to the expontent. Furthermore, the high bit of MSB is used as a sign bit. See examples below.

Examples:
A! = 4 will be stored as follows:
$4=10$ Binary, nommalized as , IE2
Soexponent of $A$ is $128+2=130$
NISB of $A$ is 10000000 .
however. the high hit is changed to zero aince the value is positive.
So $\boldsymbol{\lambda}$ ! is stored as

| Exponent | MSB | Next IISB | LSB |
| :---: | :---: | :---: | :---: |
| 130 | 0 | 0 | 0 |

$A!=-.5$ will be stored $3 s$
Exponent MSB
128 II8
Next MSB LSB
00

* (K) signifies "contents of address K"
$A!=7$ will be stored $d$

| Exponent <br> $13!$ | $M S B$ | NextMSB | LSB |
| :---: | :---: | :---: | :---: |
| $A!=-7:$ | 96 | 0 | 0 |
| Exponent | $M S B$ | Next MSB | LSB |
| 131 | 224 | 0 | 0 |

Zero is simply stored as a zero-exponent. The other bytes are insignificant.

## Logical Operators

In Chapter 1 we described how AND, OR and NOT an be used with relational expressions. For example,

## 100 IF A=C AND NOT (B) 401 THEN $\operatorname{SO}$ ELSE 30

AND, OR and NOT can also be used for bit manipulation, bitwise comparisons, and Boolean operations. In this section, we will explain how such operations ean be implemented using LEVEL II BASIC. However, we will not try to explain Boolean algebra, decimal-to-binary conversions, binary arithmetic, etc. It you need to leam about these subjects, Radio Shack's Understanding Digital Computers (Catalog Number 62-2027) would be a good place to start.

AND, OR and NOT convert their arguments to sixteen-bit, signed two's-complement integers in the range -32768 to +32767 . They then perform the specified logical operation on them and return a result within the same range. If the arguments are not in this range, an "FC" error results.

The operations are performed in bitwise fashion; this means that each bit of the result is abtained by examining the bit in the same position for each argument.

The following truth tables show the logical relationship between bits:

| OPERATOR | ARGUMENT 1 | ARGUMENT 2 | RESULT |
| :--- | :---: | :---: | :---: |
| AND | 1 | 1 | 1 |
|  | 0 | 1 | 0 |
|  | 1 | 0 | 0 |
| OPERATOR | ARGUMENT 1 | ARGUMENT 2 | RESLLT |
| OR | 1 | 1 | 0 |
|  | 1 | 0 | 1 |
|  | 0 | 1 | 1 |
|  | 0 | 0 | 1 |


| OPERATOR | ARGLIEVT RESULT |
| :---: | :---: |
| NOT | $\begin{array}{ll} 1 & 0 \\ 0 & 1 \end{array}$ |
| EXAMPLES: |  |
| (In all oi the exampas ielow. teading zerees on binary numbers are not shown.) |  |
| 63 AND 16=16 | Since 63 equals binary 111111 and 16 equals binary 10000 . the result of the AND is tinary 10000 or 16 . |
| 15 AND 1+14 | 15 equals binary 1111 and 14 equals kinary 1110 , so 15 and 14 equals binary 1110 or 14 . |
| -1 AND 8=8 | -1 equals binary 111111111111111 and $\mathbf{8}$ equals binary 1000 , so the result is binary 1000 or 8 decimal. |
| $4 \mathrm{AND} 2=0$ | 4 equals binary 100 and 2 equals binary 10 . so the result is binary 0 because none of the hirs in ether arguncent matioh to give a ! bit in the result. |
| 4 OR $2=6$ | Binary 100 OR'd with binary 10 equals binary 110 . or 6 decinal. |
| 10 OR $10=10$ | Binary 1010 OR'd with binary 1010 equals binary 1010. or 10 decimal. |
| -1 OR -2 $=-1$ | Benary $111111111111111(-1)$ OR'd with binary 1111!111111111t0(-2) equals binary 111111111111111, or-1. |
| NOT $0=-1$ | The bit complement of binary 0 to 16 places is sixteen vicullllllllllllllll or -1 . Alio NOT $-1=0$. |
| NOT x | NOT Xis equal to $-\mathbf{X}+1$ ). This is he.anse to form <br>  <br>  |
| $\operatorname{NOT} 1=-2$ |  <br> 1111:1! 111111110. whsit 'vequal to - $1+1$ or - こ, |
|  inport ports whal reinet the sint wismee exturnal derice. This <br>  |  |

But position 7 is the movt signifleant bit of a befe, whle position 0 is the least significant.

For instance, suppose bit 1 of 10 port 5 ts 0 whin the door to Rown X is closed. and 1 if the duor is open. The following program whll print "Intruder Alert" if the door is opened:

10 (F (NP(5) AND 2 THEN PRINT "INTRCDER NLERT".GOTO 100 20 GOTO 10

See Chapter 1, "Logival Operators".

## 9/Editing

LEVEL I usets undrubtedly spent lots of time retyping long prege im liees, all because of a typo. or mayte just to mak= a minat thange. Once a line had been entered, there was no wi.hy to alter the line - without starting all over and rery ping it.

LE VEL It's editing features eliminate much of this evtra work. In isce, it's so easy to alier program lines, youll probshly te able to do much more experimenting with multi-stalement hes, complex expressions, etc.

Commands. subcommands, and special function keys described in this chapter:

| EDIt | L | no |
| :---: | :---: | :---: |
| Efinta | x | nc |
| "Space Bar | 1 | $n \mathrm{nc}$ |
| $n \rightarrow$ | A | nke |
| Shift | E |  |
|  | H |  |

## EDIT line number

This command p:Is you in the Edit Mode. You must specify which line you wich to edit. in one of two ways.

| EDIT /int-humber ELiPB] or | Lets you edit the specified line. If line number is not in use, an FC error oceurs |
| :---: | :---: |
| EDIT. | Lets you dit the current progemane - last line entered or altered or in which an efror has vecurted. |

For example, type in and ENat
100 FORI = 1 TO 10 STEP. 5 : PRINT 1.142.143: NEXT
This line will be used in evercicing all the Edit subcemmands described below.

Now type EDIT, and hit Eival . The Computer wall display:
100 _


## ENTER key

Hitting E[THER white in the Fult Mode caues the Computer to record all the changes sou've made afiny) in the cuirint line, and returns you to the Commin 1 Mase .

## nSpace-bar

In the Edit Mode, hitting the Space-bur moves the cursor over one space to the right and dipplays any character stored in the preeeding position. For example, using line 100 entered above, put the Computer in the Edit Mode so the Display shows:
100 _
Now hit the Space-Bar. The cursor will move over one space, aid the first character of ithe program line will te dopisyed. If this character was a blank, then a blank will be displayed. Hit the SpaseBar until you reach the first non-blank character:

```
100 F-
```

is displayed. To move over more than one space st a time, hit the desired number of spaes first, and then hir the spate-bar. For example, enter 5 and hit Space-bar, and the doplay will show something like this (may vary depending on how many blanks you inserted in the fine):

```
100 FOR I=
```

Now type 8 and hit the Spaec-bar. The cursor will move over 8 spaces to the right, and 8 more characters will be displus ed.

## $n$-(Backspace)


 all characters in its "pution fie erned fiom tha thin'ty, but they are not deleted from the proyram line. For exampla, disuming yoa', used nSpace. Bar so that the Display sitows:

```
100 FORI=1 TO 10_
```

type 8 and hit the $\rightarrow$ key. The Display will show something ! 1 e tans.
100 FOR I=- (will vary depending on nu:nber of blaritina your line 100)

## SHIFT 4

Hitting SHIFT and 4 keys together effects an escmpe from any of the Insert subcommands listed below: X, I and H. After escaping from an Insert 'subcommand, you'll still be in the Edit Mode, and the cursor will remain in its current position. (Hitting ENUER is another way to exit these Insert subcommands).

## $\mathbf{L}$ (List Line)

When the Computer is in the Edit Modic, and is not currently executing one of the subcommands below, hltting $L$ causes the remainder of the program line to be displayed. The cursor drops down to the next line of the Display, reprints the current line number, and moves to the first position of the line. For example, when the Display shows

```
100
```

hit $L$ (without hitting ENTER key) and line 100 will be displayed:

```
100 FORI=1 TO 10STEP.S:PRINT 1, 142,143: NEXT
100 -
```

This lets you look at the line in its current form while you're doing the editing

## X (End of Line and Insert)

Causes the rest of the current line to be displayed, moves cursor to end of line, and puts Computer in the Insert subcommand mode so you can add material to the end of the line. For example, using line 100, when the Display shows

100 -
hit $X$ (without hitting ENEEA ) and the entire line will be displayed; notice that the cursor now follows the last character on the line:

```
100 FOR 1=1 TO IOSTEP.5: PRINT 1, 142, 143: NEXT _
```

We can now add another statement to the line, or delete material from the line by using the $\rightarrow$ key. For example, type : PRINT"OONE" at the end of the line Now hit ENTER . If you now type LIST 100, the Display should show something like this:

```
100 FOR I=1 TO 1OSTEP.5:PRINT J, 1& 2, 1& %: NEXT : PRINTMDONE'4
```


## I (Insert)

Allows youto insert matemal beginning at the current eursor position on the line. (Hitting $\rightarrow$ will actually delete muterial from the line in this mode.) For example, type and ELTMB the EDIT 100 sommand, then use the Space Bar to move over to the decimal point in line 100. The Display will show:

```
100 FORI=1 TO IOSTEP -
```

Suppose you want to change the inciement from .5to .25. Hit the I key (don't hit Eninga) and the Computer will now ler you insert material at the current position. Now hit 2 so the Display shows:

```
100 FOR I=1 TO 10STEP,2
```

You've made the necessury change, so hit SHIFT $\downarrow$ to exiape from the Insert Subcommand. Now hit L key to display remainder of line and move cursor back to the beginning of the line:

```
100 FOR I=1 TO 10STEP.25: PRINT L, 1/ 2. 1& 3:NEXT :PRINT "DONE"
100
```

You can also exit the lnsert subcommand and save all changes by hitting ENEER . This will return you to Command mode.

## A (Cancel and Restart)

Moves the cursor back to the beginning of the program line and cancels editing changes already made. For example, if you have added, deleted, or changed something in a line, and you wish to go back to the beginning of the line and cancel the changes already made: first hit SHIFT \& (to escape from any subiommand you may be executing); then hit A. (The cursor will drop down to the next line, display the line number and move to the first program character.

## E (Save Changes and Exit)

Causes Computer to end editing and save all changes made. You must be in Edit Mode, not executing any subcommand, when you hit $E$ to end editing.

## Q (Cancel and Exit)

Tells Cromputer to end editing and cancel all changes miat: in the current editing session. If you've decided not to change the line, type Q to cancel changes and leave Edit Mode.

## H (Hack and Insert)

Tells Computer to delete remainder of line and lets you insert material at the current cursor position. Hitting $\rightarrow$ will actually delete a character from the line in this mode. For example, using line 100 listed above, enter the Edit Mode and space over to the last statement, PRINT"DONE". Suppose you wish to delete this staternent and insert an END statement. Display will show:

100 FOR IFI TO 10 sTEP. 25 : PRINTI, 142,143 : NEXT : -
Now type $H$ and then type END. Hit ENTED key. List the line:
100 FORI=5TO 10 : STEP 25 : PRINTI. $1 \downarrow 2,143$ : NEXT : END
should be displayed.

## $n \mathrm{D}$ (Delete)

Tells Computer to delete the specified number $n$ characters to the right of the cersor. The deleted characters will be enclosed in exclamation marks to show you which characters were affected. For example, using line 100, space over to the PRINT command statement:

```
100 FOR|=1 TO 10:STEP . 2F: _
```

Now type 19D. This tells the Computer to delete 19 characters to the right of the cursor. The Display should show something like this:

```
100 FOR I=1 TO 10:STEP.25:IPRINT I, 142.143:I_
```

When you list the complete line, you'll see that the PRINT statement has been deleted.

## $n \mathbf{C}$ (Change)

Tells the Computer to let you change the specified number of characters beginning at the current cursor position. If you type C without a preceding number, the Computer assumes you want to change one character. When you have entered n number of characters, the Computer retims you to the Edit Mode (so you're not in the $n \mathrm{C}$ Subcommand). For example, using line 100 , suppose you want to change the finsi value of the FOR-NEXT loop, from " 10 " to " 15 ". In the Edis Mode, space over to just before the " 0 " in " 10 ".

```
100 FOR t=1 TO 1_
```

Now type C. Computer will assume you want to change just one character. Type 5 , then hit $L$. When you list the line, you'll see that the change has been made.

```
100 FOR I*I TO IS STEP. 25 : NEXT: END
```

would be the current line if you've followed the editing sequence in this chapter.

## $n \mathrm{Sc}$ (Search)

Tells the Computer to search for the $n$th occurrence of the character $c$, and move the cursor to that position. If you don't specify a value for $n$, the Computer will search for the first occurrence of the specified character. If character $c$ is not found, cursor goes to the end of the line. Note: The Computer only searches through characters to the right of the cursor.

For example, using the current form of line 100, type EDIT 100 (ENTEA) and then hit 2s: . This tell's the Computer to search for the second occurrence of the colon character. Display should show:

```
IO0 FORI=1 TO 15STEP.25:NEXT _
```

You may now execute one of the subcommands beginning at the current cursor position. For example, suppose you want to add the counter variable after the NEXT statement. Type I to enter the Insert subcommand, then type the variable name, I. That's all you want to insert, so hit SHIFT \& to escape from the Insert subcommand. The next time you list the line, it should appear as:

```
100 FOR I=1 TO 15 STEP.25 : NEXT I: END
```


## $n K c$ (Search and "Kill")

Tells the Computer to delete ull characters up to the $n$th occurrence of character $c$, and move the cursor to that position. For example, using the current version of line 100 , suppose we want to delete the entire line up to the END statement. Type EDIT 100 ( [GMTR ), and then type 2K: . This teils the Computer to delete all characters up to the 2nd occurrence of the colon. Display should show:
100 IFORI=1 TO 15 STEP. 25 : NEXT If_
The second colon still needs to be deleted, so type D. The Display will now show:

100 IFOR $1=1$ TO 15 STEP. 25 : NEXT IT:I_
Now hit ENTEA and type LIST 100 ( ERIVA).
Line 100 should look something like this:
100 END

## 10/Expansion Interface

An Expansion Interface is available for the TRS-80 LEVEL II Computer. This interface will allow the use of additionsl lnput/Output devices. There is also a provision for adding RAM memory. The Interface will sllow four major additions to the TRS-80:

1. An additional cassette deck
2. ATRS-80 Line Printer
3. Up to four Mini-Disks
4. Up to 48 K bytes of RAM Memory (32K in the Expansion Interface)

These dovices are available from your Radlo Shack store or dealer. To set up the Expansion Interface and any of the external devices, see the Expansion Interface instructions.

When the Expansion Interface is hooked up to the TRS-80, the Computer assumes that a Mini-Disk is interfaced. The Mini Disk will allow the use of additional commands and statements listed later. Even if you don't have a Mini Disk, the Computer will assume you do (because of the presence of the Disk Controlles) and will try to Input speclal instructions from the Disk Controller. Therofore, to use the Interface without a Mini Disk, hold down the BREAK key as you turm on the TRS-80. This will override the mini-disk mode and tllow normal LEVEL II operation. Whenever you need to press the Reset button, you must also hold down the BREAK key.

## Dnal Cassettes

The use of two cassettes will allow a much more efficient and convenient manner of updating data stored on tape. For example, If you have payroll data stored on tape. the information can be read in one item at a time from cassette 1 then changed or added and written out on cassette $* 2$, one ftem at $\boldsymbol{*}$ time. The routine might look hke this:

```
INPUT #-1,A,m,C,D
PRINT "MAKE CORRECTIONS HERE: RETYPE LINE"
INPUT A,B.C.D
PRINT 'THE LINE NOW READS:" A,B,C,D
PRINT "STORING ON TAPE #2..."
PRINT #-2, A.B.C.D
GOTO 10
```

This is a very simple application; however, very powerful routines can be constructed to allow input and output of data using two tapes simultaneously.

## See Chapter 3, PRINT.

## Codes

Several codes are used to control the output of the line printer. The codes and their functions are listed below. The CHRS function is used to call up these function codes. For example:

PRINT ChRS (10)
will generate a line feed.

| CODE | FUNCTION |
| :--- | :--- |
| 10 | line feed with carriage return |
| 11 | line feed with carriage return |
| 12 | Move carriage to top of form (page) |
| 13 | carriage return |

NOTE: At the end of a line, a line feed is automatically generated unless a semi-colon is used at the end of the PRINT statement.

The line printer will print 6 lines per inch and 66 lines per page. If this format is not suitable, the number of lines per page can be changed by POKEing the new number of lines into memory location 16424.
Example:
POKE 16424, 40
This instructs the Line Printer to print 40 lines per page.

## Mini-Disks - (LEVEL II DISK BASIC)

The TRS-80 Mini Disk System is a small version of a floppy disk. The disk allows vast file storage space and much quicker access time than you get with tape storage. Disc 0 will contain about 80,000 bytes of free space for fles. Each additional disk will have 89,600 bytes of file space. The disk system has its own set of commands which allow manipulations of files and expanded abilities in file use. The TRS-80 Mink Disk System allows both sequential and random access. The disks will also allow use of several additional BASIC commands and functions:

Commands:

| CLOSE | LSET | PUT |
| :--- | :--- | :--- |
| FIELD | NAME | RSET |
| GET | OPEN | MERGE |
| KILL | PRINT | LOAD |
|  |  | SAVE |

## I/O Functions

| CVO | LOF |
| :--- | :--- |
| CVI | MKDS |
| CVS | MKIS |
| EOF | MKSS |
| LOC | DSKF |

## Additions to LEVEL II

Ten USR calls - USRD through USR9

EH (hex constants)
\& O (octal constants)
DEFUSR
LINEINPUT

INSTR (performsfunction of NSSTRING subroutine - sec Chapter $\downarrow$ )

TIMES (Date and 24-Hr.
Real-Time Clock.)
DEF FN (User Detined Functions)
mids (on left side of equation)
For explanation of these commands functions, see the TRS-80 Disk Operating System Manual.

## Expansion of RAM Memory

The TRS-80 Expansion Interface has provisions for adding extra RAM memory. This is done by adding RAM memory chips. You can add up to 32,768 additional bytes of memory. For price information and installation, see your Radio Shack store or dealer.

## 11/Saving Time and Space

Most LEVEL II programs are faster and take up less memory space than their LEVEL I counterparts. But even with its inherently more efficient features, LEVEL Il can be further streamlined by following a few simple guidelines when constructing your program.

## Saving Memory Space

1) When your program is operating properly, delete all unnecessary KEM statements from your ruaning version.
2) Do not use unnecessary spaces between statements, operators, etc.
3) When possible, use multiple-statement program lines (with a colon between each two statements). Each time you enter a new line number it costs you $S$ bytes.
4) Use integer variables whenever possible, for example, FOR I\% = 1 YO 10
Integers take only two bytes. Single precision takes 7 and double precision takes 11 bytes.
S) Using subroutines will save program space if the operation is called from different places several times. If a routine is always called from the same place, use unconditional branches (GOTO's). Each active GOSU'B takes 6 bytes: a GOTO takes none at Run time.
5) Structure your calculations so as to use as few parentheses as possible (refer to Chapter 1. "Arithmetic Operators'). It takes 4 bytes to process parentheses. And since these operations inside parentheses are done first, the result of each parenthetical expression must be stored (this takes 12 bytes).
6) Dimension arrays sparingly. When you set up a matrix, the Computer reserves I I subscript addresses for each DiMtension, even if the space is not filled. Use the zero subscripted elements, since they are always available.
7) Use DEF statements when you will be working with valuec other than single precision (strings. integers and double precision). A DEF statement takes 6 bytes but this is made up for fairly quickly since you don't need to use type teclaration characters with the vansble names.

## Speeding Up Execution

The speed at which a program is processed will depend on the complexity of the oporatlons and the number of instatictions. In most simple programs, speed will not bo a factor. It will seem as though the answer is returned the moment you enter RUN. However, as you begin writing longer and more intricate programs, speed will become a significant factor. Here are some suggestions to guide you in designing speedier programs.

1) Delete all unnecessary lines in the program (REM statements, ote.)
2). Comblne multi-statement program lines when practical.
2) Use variables rather than constants in operations (very important). Your TRS-80 normally operates using floating decimal point values. It takes a lot less time to access a variable than to convert a constant to floating polnt representation. For example: if you will use 7 a lot in a program, define $\pi$ as a variable (PI=3.14159) and use the variable (PI) in the operations.
3) Use POKE graphles. This can speed up your graphics displays by a factor of 6 .
4) Define the most commonly used variables first. When a variable is defined it is located at the top of the variable table. The second will be just below that. When variables are accessed, the table will be searched to find the variable. Therefore, you will save time by locating frequently used variables at the top of the table (by defining them first). The Computer will not have to look as far to find them.
5) Use integer variables, especially in FOR-NEXT loops, when possible. This is most important of all.

## A/Level II Summary

## Special Characters and Abbreviatons

Command Mode

| Enten | Return carriage and interpret command |
| :---: | :---: |
| - | Cursor backspace and delete last character typed |
| SHIFT $\rightarrow$ | Cursor to beginning of logical line; erase line |
| $\uparrow$ | Linefeed |
| : | Statement delimiter; use between statements on same logical line |
| $-$ | Move cursor to next tab stop. Tab stops are at positions 0. 9, 16. 24, 32, 40, 48, and 56. |
| SHIFT - | Convert display to 32 characters per line |
| CLEAR | Clear Display and convert to 64 characters per line |
| Execute Mlode |  |
| SHIFT ${ }_{\text {a }}$ | Pause in execution: frecze display during LIST |
| BREAK | Stop execution |
| EMSEA | Interpret data entared from Keybourd with INPUT statement |

Abbreviations

| $?$ | Use in place of PRINT. |
| :--- | :--- |
| Use in place of : REMT |  |

Type Declaration Characters

| Character | Type | Examples |
| :---: | :---: | :---: |
| 5 | String | As. 2 zS |
| \% | Integer | A 14. SUM \% |
| ! | Single-Precision | Bl, NII |
| - | Double-Piecision | A*.1/3* |
| D | Double-Precision (exponential notation) | 1.23456739D-12 |
| E | Single-Precision (exponential notation) | 1.23456E+30 |

Arithmetic Operators

```
+ add - subtract * multiply / divide
& exponentiate (e.g., 2& 3=8)
```


## String Operator

```
4 concatenate (string together)
"2'4+"2" = "22'"
```


## Relational Operators

| Symbol | meaning in numeric expressions | in string expressions |
| :---: | :---: | :---: |
| $<$ | is less than | precedis |
| $>$ | is greater than | follows |
| $=$ | is equal to | cupals |
| < $=$ or $=$ < | is less than or equal to | precedes or equals |
| $>=$ or $=3$ | is greater than or equal to | follows or equals |
| <> or >< | does not equal | does not equat |

Order of Operations (operators on same line have same precedence)
4 (Fyporentiatior.

- (X゙gaion)
*.
+. -
Ralational of:ra:ors
NOT
AND
OR


## Commands

| Command | Function | Examples |
| :---: | :---: | :---: |
| ALTO mu: $n$ \% | Tarn on automatic line numbering heginning with mm, using incre ment of $n n$. | AUTO <br> AUTO 10 <br> AUTO 5.5 <br> AUTO., 10 |
| CLEAR | Set numeric varishles to zers. strirgs to null. | CLEAR |
| CLEAR $n$ | Stme as CLEAR <br> F!ul wiso itis as: Je <br> n by tes for itrmps. | CLEAR 500 CLEAR MEM/A |
| CONT | Continue after BRENK or STOP in execution. | CONT |
| DELETE mm-nn | Delete program iines from linc mon to line nn. | ```DELETE }10 DELETE 10-50 DELETE.``` |
| EDIT mm | Enter Etit Mode for line mon. See Tat Sode subsonmriands fetow. | EDIT 100 EDIT. |
| LIST mmma | Livt all program lines from $n$ m, to m. | L.IST <br> LIST 30.80 <br> LIST 30 <br> LIST 90 <br> LIST. |


| NEW | Detete entire pro- NEW gram and reset all vatistles, puinters etc. |
| :---: | :---: |
| RUN min | Execure program RUA beginnirgationsur run 55 numbered line or $m m$ it apecified. |
| SYSTEM | Enter Monitor See Chapter 2 <br> Mode for loasing of machent-laneruge file from cassette. |
| TROFF | Turn off Trasi troff |
| TRON | Tumon Trace tron |
| Edit Mode Subcommands and Function Kcys |  |
| Subsommand/Function Key | Function |
| ENTER | Endedating and return to Command Mode. |
| SHIFT 4 | Esiape from subcorimand and remain in Edit Mode. |
| $n$ Space-Bar | Move cursor $n$ spaces to nitht. |
| $n-$ | Move eursor $n$ spaces to litit. |
| L | List remander of prostam line and return to beginning oi line. |
| X | Leve remander of prejran line, move cursor to end of litet, and atart Inscrt stobiommand. |
| 1 | Insirt the following equence of charaction at current cursur position: uxe Esiape to exut this subiommand. |
| A | Cancel changes and return cursor to heginning of line. |
| E | End editing. suve all ihanges and return to Command Mode. |
| Q | End edating, cencel alf changis mode and retam to Command Mode. |


| H |  <br>  |
| :---: | :---: |
| nD | Delete veciled number of charsteteren hegmanis at curseat chersor position. |
| $n \mathrm{C}$ | Chang (or tepiace the specilied manber of charsctiss " using the nevt 1 characters entered. |
| $n \mathrm{Sc}$ | Move cursor to $n$th occurrence of character $c$, counting from current cursor postion. |
| $n \mathrm{Kc}$ | Delete all characters from current cursor pontion up to nth oecherence of charater $c$, counting from current cursor position. |

## Input/Output Statements

| Statement* | Function | Examples |
| :---: | :---: | :---: |
| PRINT exp | Output to Display the visue of erp. f.xp miy be a mamertic or alring experswon or coar sisill, or a loat of sach itsess. | PRINTAS PRINT X 3 PRINT"D="D |
|  | Commes seness as PRINT modither. <br>  whence lorme prot rone. | PRINT 1,2.3.4 PRINT"1","z" PRINT $1 ., 2$ |
|  | Suntroion wris as, 1 [R \ 1 :"oti- <br>  <br>  <br>  Inかt: 4t) wite atheravidg them. Atend of PRIV1 list. जapprebsenine athomstic carra* retarts. | $\begin{aligned} & \text { PRINT } X_{1} \text { " =ANSWER" } \\ & \text { PRINT X,YZ } \\ & \text { PRINT "ANSNER IS" } \end{aligned}$ |



| PRINT © $n$ | PRINT modifier; begin PRINTifg at specified display position $n$.' | PRINT 540,'CENTER" <br> PRNT N+3,X*3 |
| :---: | :---: | :---: |
| TABn | Print moditier: moves cursor to specified Display position $n$ (expression). | PRINT TAB(N) N |
| PRINT USING string;exp | PRINT format specifier: output exp in form specified by string field (see below). | PRINT USING AS:X PRINT USING "*.*'; Y + Z |
| INPUT "message": wariable | Print message" (if any) and await input from Keyboard. | INPUT"ENTER NAME":AS <br> infut"value"; $X$ <br> infut"enter numbers": $\mathbf{X , Y}$ <br> INPUT A, B,C,D\$ |
| PRINT * - I | Output to Cassette \#1. | PRINT*-1,A,B.C.DS |
| INPUT \# - I | Input from Cassette \% 1 . | INPUT *-I,A,B,C,D\$ |
| DATA inemlist | Hold data for access by READ statement. | DATA 22,33,t t, t.23A3 <br> DATA "HALL",'‘SMITH","DOE' |
| READ rariable list | Assign value(s) to the specified variable(s), starting with current DATA element. | READ A,AT,A2,A3 READ AS,B\$,C\$D |
| RESTORE | Reset DATA pointer to first item in first DATA statement. | restore |

Field Specifiers for PREVI USING statements

| Numeric Character | Function Fiample |
| :---: | :---: |
| * | Nimenc feldione $==$ digit rem $=$ ). |
| - | Decimal point $\# \#.)^{*}$ Fosition. |
| + | Print leading or trailing sign (plus for povitive numters. minus for <br>  negative numbers). |
| - | Print trailing sipn only if value printed is nezative. |
| ** | Fill leading blanks with asterisk. |
| \$\$ | $\begin{aligned} & \text { Place dollar sign } \\ & \text { immedidtely to left } \\ & \text { of leading digit. } \end{aligned}$ |
| **s | Dollars sign to left of leading digit and fill leading blanks with asterisks. |
| 4414 | Exponential Sormat, $\# . * \pm \pm \# \# \# \$ 44+$ with one significant digit to left of decimal. |
| String Character | Function Example |
| ! | Single character. ! |
| Ispacesta | String with length $\rightarrow$ ? equal to ? plus number of spaces between sombols. |

## Program Statements

| S: atement | Function | Examples |
| :---: | :---: | :---: |
| ('ype Delinition) |  |  |
| DEFDBL letter list or range | Define as double precision all variables begmang with spocitiod letter; letters ur sange of litters. | DEFDBLJ <br> DEFDBL X,Y,A <br> DEFDBLA-E,J |
| DEFINT letter list or range | Define as intezer all variables bigin. ning with spculted letter, letters or range of letters. | DEFINT A DEFINT C,E,G DEFINTA.K |
| DEFSNG letter lisf or range | Define as singleprecision all variables beginning with specified letter, letters or range of letters. | DEFSNG L <br> DEFSNG A.L, $z$ <br> DEFSNG P.R.A-K |
| DEFSTR letter list or range | Defing 35 string all variables beginning with specified letter, letters or range of letters. | DEFSTR A,B.C DEFSTR S, X-Z DEFSTR M |

## (Assignment and Allocation)

| CLEAR $n$ | Set aside specified number of bytes $n$ ior string storage. | CLEAR 750 <br> CLEAR MEM/10 <br> clearo |
| :---: | :---: | :---: |
| DIM array (dim \# I, , , , , dim*k) | Allocate storage for $k$-dimensional array with the spesilied sule fer dimens:on: $\operatorname{dim}=1, \operatorname{dum}=1 . .$. ete. DIAN m.iy be followed by a list ví arrays saparated by commas. | DIM A\|2.3] <br> DIMA1(15), A2[15) <br> DIM $\mathbf{B}\{\mathbf{X}$-2\|, $\mathbf{C ( J , K )}$ <br> DIM T(3.3.5) |


| Statement | Function | Examples |
| :---: | :---: | :---: |
| LET variabie=expression | Assign value of expression to variable. LET is optional in LEVEL I] BASIC. | LET AS="CHARLIE" <br>  <br> LETA*-1" |
| (Sequence of Execution) |  |  |
| END | End execution, return to Command Mode. | 99 END |
| STOP | Stop execution, print Break message with current line number. User may continue with CONT. | 100 STOP |
| GOTO line-number | Branch to specified line-number. | GOTO 100 |
| GOSUB Iine-number | Branch to subroutine beginning at line-number. | gosub 3000 |
| RETURN | Branch to statemen following lastexecuted GOSU'B | treTURN |
| ON exp GOTO line* $1 . \ldots$. . .ine $=k$ | Evaluate expresston, if INTlexp) couals one of the numbers I throuzh b. manch to the appropnate late number fotherwise gotoncristatemint | ONK+1 GOTO 100.200.300 |
| ON exp GOSUB Ine $\# 1 . \ldots .$. line $\# k$ | Sume as OS. . . GOTO Ewept bramila is to suhroutine beginning <br>  . . . or thin $=$ 人. depending on srp. | ONJ GOSUB 330.7000 |


| Statement | Funcion Exambes |
| :---: | :---: |
| FOR wrexplo expsitiox |  <br>  thortal. if isot wed, increment ox one is used. See Clodpter 4 . |
| NEXT yariable | Closefor-next next loop. Firsetmy NEXTI semmted ro NEXTI.1.K clow nisted loops. 3 wariatle lint may be used. Sic Chapter 4. |
| ERROR (code) | Simulate the error ERROR (t $\$$ ) specified by code <br> (ixe Error Coze <br> Table). |
| ON ERROR COTO line-number | If an error oxicurs in ON ERROR GOTO 999 subsequent program lines, branch to error toutine begmning at line-number. |
| RESUME $n$ |  |
| RANDOM | Risedsrandm rancom number gincrator |
| REM | Rlindth indsdior, REM AIS ALTITUDE iznore revt of line |



## String Functions

| Fnnction | Operation E | Examples |
| :---: | :---: | :---: |
| ASC(string) | Returns ASCII code of hirst iharacter in string argument. | $\begin{aligned} & \text { Asc(8s) } \\ & \text { ASC("Hי') } \end{aligned}$ |
| CHRS(code exp) | Retums a one-character string defined by code. If code specities a control function, that function is activated. | CHRS(34) <br> CHRS(I) |
| FRE(string) | Returns amount of memory avilable for string storage Argument is a dummy variable. | FRE(AS) |
| INKEYS | Strobes Keybourd and returns a onecharacterstring corresponding to key pressed during strobe (null string if no key is pressed). | INKEYS |
| LEN(siring) | Returns length of string (zero for null string). | LEN(A\$*BS) <br> LEN('HOURS') |
| LEFTS(string.n) | Returns first $n$ chartcters of siring. | LEFTS(AS.1) <br> LEFTS(LIS+CS.8) <br> LEFTS(AS,M*L) |
| MIDS(siring.p.n.) | Returns substring of string with length $n$ and starting at position $p$ in string. | $\begin{aligned} & \text { MIDS(MS,5.2) } \\ & \text { MIDS(MS + BS,P.L-1) } \end{aligned}$ |
| RIGHTS(string.n) | Retums last $n$ characters of siring. | RIGHTS(NAS, 7) <br> RIGHTS(ABS.M2) |
| STRS(numeric exp | p) <br> Refurns a string representation of the evaluated argument. | STRS(1.2345) <br> STRS(A*B*2) |
| STRINGS(n, char) | Returns + sequence of $n$ char symbuls using first character of char. | SYRINGSI30. ".") <br> STRINGS(25."A'") <br> STRTNGS(S.CS) |
| VA L(siring) | Returns a numeric value corresponding to anument-valued stin: | $\begin{aligned} & g \text { VAL(''I''+AS+'.''+C\$) } \\ & \text { VAL(AS+BS) } \\ & \text { VAL(GIS) } \end{aligned}$ |
| *slring may be a string varisbli, cxprivioion, or constant. |  |  |

## Arithmetic Functions*

| Function | Operation funtess noted otherwise, $-1 . \because E+3 S<=x . y p<=1.7 \mathrm{E}+3 \mathrm{~S})$ | Examples |
| :---: | :---: | :---: |
| ABS(exp) | Ruinmsabsolute talue, | ABS\|L*.7) <br> ABS\|SIN|X1) |
| ATN(exp | Retume arctangent in radiuns. | $\begin{aligned} & \operatorname{ATN}(2.7) \\ & \operatorname{ATN}(A+3) \end{aligned}$ |
| CDBL $(1 \cdot x p)$ | Returns doutle precision representation ot exp. | cobl\|a| $\operatorname{cobl}(A+1 / 3=)$ |
| CINT(erp) | Returns largest integer not greater than exd. Limats: $-3276 x<=2, j<+32768 .$ | $\operatorname{CINT}(A=4 B)$ |
| cos(exp) | Returns the sosine of exp; assumes exp is in indians. | ```cos(2*A) cos(A,$7.29578)``` |
| (SNClexp) | Refurns single-precision representation, with 5 ' 4 rimunding in least significant dictmat alyenexp is double-precision. | $\begin{aligned} & \operatorname{CSNG}(A=) \\ & \operatorname{csNG}\left(.33^{*} B=1\right. \end{aligned}$ |
| EXP(exp) | Returns the natural exponential, <br>  | $\begin{aligned} & \operatorname{EXP}(34.5) \\ & \operatorname{EXP}\left(A^{*} \cdot B^{\circ} C-1\right) \end{aligned}$ |
| FIX (cxpl | R:turns the inteser equivalent to truncated exp (fractional part of exp 1s chopped oth). | $F(X) A-B)$ |
| 1.vTexp) | Returnilarget inteser not greater than cris . | $\mathrm{NT}\left(A+B^{*} C\right)$ |
| LOG(exp) | Re:urne ratural logntithra (base e) of exp. Limats. exp must be positive. | LOG(12.33) <br> $\operatorname{LOG}(A+B+B)$ |
| RNDIO) | Returni a peuderandern number berween 0.000001 and 0.909099 inclusive. | RNDIO1 |
| R.VD(exp) | Returne 1 pesudo-random number between 1 and (NT(cxp) naclusive. <br>  | RNO!40i <br> RND(A-B) |
| SGN(exp) | Returns-1 for nerptive evp: 0 for acroerm: +1 for powiteresp. | $\begin{aligned} & \text { SGN }\{A * B+3 \mid \\ & \text { SGN }\|\cos \| X 1\} \end{aligned}$ |



## Special Functions

| Function | Operation and Limits | Examples |
| :---: | :---: | :---: |
| ERL | Returns lin: mamber of aursent irror. | ERL |
| $E R R$ | Retums a value related to enment error code (it error has occurred). ERR = (error cod:-1)*2. Also: (ERR/2)+1 = error sode. | ERR/2+1 |
| INP(port) | Inputs and returns the current value from the s:ecifted port. Both ar gument and result are in the range 0 to 255 inclusive. | iNP(55) |
| MEM | Returas total unused and unprotected bytes in minnory. | MEM |
| PEEK(locailon) | Returns va'ue stored in the specified numory b, te lacation must te a balid memory -..dress in decimal fenn (sec Memory :Uap in Appendix D). | PEEK(t5370) |
| PONT ( $x, y$ ) | Checks life graphics block aptali:d by horizonial soordinate $x$ and vartical coordinate y. If block is "on", returns at True ( 11 , if block is "ot' ', riturns a <br>  |  |
| POS(0) |  rent curse : rovition. The aremient " 0 ' is a simany varioble. | POS(0) |
| USR ( $n$ ) | Branches to machine lanruderesubroutine. for LEVEL \\| BASIC, $n$ must equal 0 S: Chapters | USR(0] |
| VARPTR(iar) | Returg:i": address where the retited <br>  stores. . .te must be a valid : ertable name. Retites Uiltsar has not been assigntuda valıe. | VARPTR'AS! <br> VARPTR\|NT) |

## LEVEL II Reserved Words*

| @ | FIX | our |
| :---: | :---: | :---: |
| ABS | FOR | PEEK |
| AND | FRE | POINT |
| ASC | GET | POKE |
| ATN | cosub | POS |
| CDBL | GOTO | PRINT |
| CHRS | IF | PUT |
| CINT | INKEYS | RANDOM |
| CLEAR | INP | READ |
| CLOSE | INPUT | REM |
| CLS | INSTR | RESET |
| CMD | INT | RESTORE |
| CONT | KILL | RESUME |
| Cos | LEFTS | RETURN |
| CSNG | LET | RIGHTS |
| CVD | LSET | RND |
| CVI | LEN | SAVE |
| CVS | LINE | SET |
| DATA | LIST | SGN |
| DEFDBL | LOAD | SIN |
| DEFFN | LOC | SQR |
| DEFINT | LOF | STEP |
| DEFSNG | LOG | STOP |
| DEFUSR | MEM | STRINGS |
| DEFSTR | MERGE | STRS |
| DELETE | Mids | TAB |
| DIM | MKDS | TAN |
| EDIT | MKIS | THEN |
| ELSE | MKSS | times |
| END | Name | TROFF |
| ERL | NEW | TRON |
| ERR | NEXT | USING |
| ERROR | NOT | USR |
| EXP | ON | val |
| FIELD | OPEN | VARPTR |

* Many of these words have no function in LEVEL II BASIC; they are reserved for use in LEVEL II DISK BASIC. None of these words can be used inside a variable name.


## Program Limits and Memory Overhead

## Ranges

integers $\quad-92708$ to +32767 inclasive
Single Precision $-1.701+11 E+38$ to $+1.701411 E+38$ inclusive
Double Precision - $1.701+1183+54+556 \mathrm{E}+33$ to $+1.70 \mathrm{I}+1183+5+45.6 \mathrm{E}+38$ inclusive
String Range: U'p to 35 characters
Line Numbers Allowed: 0 to 65529 inclusive
Program Line Length: Up to 255 characters

## Memory Overhead

Program lines require 5 bytes minimum, as follows:
Line Numier - 2 bytes
Line Pointer - 2 bytes
Carriage Return - ! byte
In addition, sach reserved word, operator, vanable name, special character and constan: character requires one byle.

Dynamic (RUN-time) Memory Allocation
Integer variables: 5 by tes each
( 2 for value, 3 for varisble name)
Single-precision variables: $\quad 7$ bytes each ( 4 for value, 3 for varisble name)

Double-precision variables:
11 bytes cach ( 8 for valus. 3 for vanable name)

String variables: 6 bytesminimum ( 3 for variable name, 3 for stack and variable pointers, 1 for each charater)

Array variables: 12 byes minimum
( 3 for varsable name, - for $\operatorname{size}, 1$ for namier of dinkinsions, 2 for each dimenston, 17 d -. 3, 4 or 8 [depending on arra' type] for each element in the arriy)

Each active FOR-NEXT loop requires 16 bytes.
Each active (non-returned) GOSUB requires 6 bytes.
Each lavel of parantheses requires 4 bytes plus 12 bytes for each esmporary value.

## B/LEVEL II Error Codes

| CODE | ABBREVIATION | ERROR |
| :---: | :---: | :---: |
| 1 | NF | SEAT wehout FOR |
| 2 | SN | Syntax error |
| 3 | RG | Return wathout GOSC'B |
| 4 | OD | Out of dats |
| 5 | FC | Illegul function call |
| 6 | OV | Overtlow |
| 7 | OM | Out of memory |
| 8 | UL | Undefined line |
| 9 | BS | Subsiript out of range |
| 10 | DD | Redimensioned array |
| 11 | :0 | Division by zero |
| 12 | ID | Megal direct |
| 13 | TM | Type mismatch |
| 14 | os | Oat of string epace |
| 15 | LS | String too long |
| 16 | ST | String formula too complex |
| 17 | C. | Can't continue |
| 18 | NR | Norescime |
| 19 | RW | RESt ME without error |
| 20 | LE | Unprintabe errur |
| 21 | MO | Mixing operand |
| 22 | FO | Bad bite suta |
| 23 | L3 | Dis listron or |

## Explanation of Error Messages

NF NEXT without FOR: NEXT is used without a matching FOR statement. This error may also oceur if NEXT variable statements are reversed in a nested loop.

SN Syntax Error: This usually is the result of incorrect punctuation, open parenthesis, an illegal character or a mis-spelled command.

RG RETURN without GOSUB: A RETURN statement was encountered before a matching GOSUB was executed.
OD Out of Data. A READ or INPUT * statement was executed with insufficient data available. DATA statement may have been left out or all data may have been read from tape or DATA.

FC Inegal Function Call: An attempt was made to execute an operation using an iltegal parameter. Examples: square root of a negative argument. negative matrix dimersion, negative or zero LOG arguments, etc. Or USR csll without first POKEing the entry point.
OV Overfow: A value Input or derived is too large or small for the computer to handle.
OM Out of Mernory: All available memory has been used or reserved. This may occur with very large matrix dimensions, nested branches such as COTO, GOSUB, and FOR-NEXT Loops

UL Undefined Line: An attempt was made to refer or branch to a nonexistent line.
BS Subscript out of Range: An attempt was made to assign a matrix element with a subscript beyond the DIMensioned range.

DD Redimensioned Array: An attempt was made to Dlimension a matrix which had previously been dimensioned by DIM or by default statements. It is a good idea to put all dimension statements at the beginning of a program.

10 Division by Zero: An attempt was made to use a value of zero in the denominator.
1D Illegal Dlrect: The use of INPUT as a direct command.
TM Type Mismatch: An attempt was made to assign a non-string variable to a string or vice-versa.

OS Out of String Space: The amount of string space allocated was exceeded.
LS String Too Long: A string variable was asigned a string valuc which exceeded 255 characters in length.

ST String Formula Too Complex: A strng operation was too complex to handle. Break up the operation into shorter steps.

CN Can't Continue: A CONT was issued at a point where no continuable program exists, e.g., after program was ENDed or EDITed.

NR No RESUME: End of program reached in error-trapping mode.
RW RESUME without ERROR: A RESUME was encountered before ON ERROR GOTO was executed.

UE Unprintable Error: An attempt was made to generate an error using an ERROR statement with an invatid code.

MO Missing Operand: An operation was attempted without providing one of the required operands.

FD Bad File Data: Data input from an external source (i.e., tape) was not correct or was in improper sequence, etc.

L3 DISK BASIC only: An attempt was made to use a statement, function or command which is available only when the TRS-80 Mini Disk is connected via the Expansion Interface.

## C/Control, Graphics, and ASCII Codes

Control Codes: 1-31

| Code | Function |
| :---: | :---: |
| 0.7 | None |
| 3 | Backspaces and erases current character |
| 9 | None |
| 10.13 | Carriage returns |
| 14 | Tums on cursor |
| 15 | Tums off cursor |
| 16-22 | None |
| 23 | Converts to 32 dhafacter mode |
| 24 | Beckepace $\rightarrow$ Cursor |
| 25 | Adance - Cursor |
| 26 | Downward $\dagger$ lineiced |
| 27 | Cpward hatefeed |
| 28 | Harne return ci:rar to display posttionio.0) |
| 29 | Move curvor to bexinning of l.as: |
| 30 | Eraces to the end of the line |
| 31 | Clear to the end of the frame: |

ASCII Character Codes 32-128

| Code | Character | Code | Character |
| :---: | :---: | :---: | :---: |
| 32 | space | 76 | 1 |
| 33 | $!$ | 77 | M |
| 34 | : $!$ | 79 | N |
| 35 | * | 79 | 0 |
| 36 | \$ | 80 | P |
| 37 | 9 | 81 | Q |
| 38 | ${ }^{\text {c }}$ | 82 | R |
| 39 | $\cdot 1$ | 83 | S |
| 40 | (1) | 84 | T |
| 41 | 3 | 85 | U |
| 42 | -5 | 86 | V |
| 43 | ग | 87 | W |
| 44 | . | 88 | X |
| 45 | - | 89 | $Y$ |
| 46 |  | 90 | Z |
| 47 | 1 | 91 | + or I |
| 48 | dr | 92 | - |
| 49 | 1 | 93 | 4 |
| 50 | 2 | 9.4 | - |
| 51 | 3 | 95 | - |
| 52 | 4 | 96-127 | lower cine for |
| 53 | 5 |  | codes 6+95 |
| 54 | 6 | 128 | Spalce |
| 55 | 7 |  |  |
| 56 | 8 |  |  |
| 57 | 9 |  |  |
| 58 | ; | Graphics Codes 129-191 |  |
| 59 | $\therefore$ | Graphics | 12-101 |
| 60 | " | You can examine these codes using: |  |
| 62 | $>$ | 10 FORX $=129$ TO 191 |  |
| 63 | $?$ |  |  |
| 64 | (2) | 20 PRINT X::PRINT CHRS\|XI. <br> 30 NEXT |  |
| 65 66 | A | Space Compression Codes: |  |
| 67 | C | 192 TO 255 |  |
| 68 | D |  |  |
| 69 | E | Code | Function |
| 70 | F |  |  |
| 71 | G | 192-255 | Tabs for 0 TO OJ spaces, resperfive'y |
| 72 | 1 l |  |  |
| 74 | J |  |  |
| 75 | K |  |  |





## F/Derived Functions

## Function

SECANT
COSECANT COTANGENT
LNVERSE SINE
INVERSE COSINE
INVERSE SECAST INVERSE COSECANT INVERSE COTANGENT HYPERBOLIC SINE HYPOBOLIC COSINE HYPERBOLIC TANCENT HYPERBOLIC SECANT HYPERBOLIC COSECANT HYPERBOLIC COTANGENT INVERSE IIYPLRBOLIC SINE
INVERSE HYPERBOLIC COSINE
INVERSE HYPERBOLIC TANGENT
INVERSE ITPERBOLIC SFCANT
INVERSE HYPERBOLIC COSECANT
INVERSE WY'PERBOLIC COTANGENT

Function Expressed in Terms of Level II Baxic Functlons

```
SEC(X)=1/COS(X)
CSC(X)=1/SIN(X)
COT(X)=1/TAN(X)
ARCSIN(X)=ATN(X'SQR(-X*X+I))
ARCCOS(X) = -ATN(X;SQR (-X*X+11)+1.5708
ARCSEC(X) = ATN(SOR(X*X-1))+(SGN(X)-1)*1.5708
ARCCSCIX) = ATN(T/SQR(X* X-[))+(SGN(X)-I)*1.5708
ARCCOT}(X)=-ATN(X)+1.570
SLN|l(X) = (EXP(X)-EXP(-X))/2
COSH(X)= (EXP(X)-EXP(-X)/2
TANHHX)= - EXP(-X)/(EXP(X)+EXP(-X)* 2+1
SECH1X) = 2.(EXP(X)+EXP(-X))
CSC[ITX) = \|EXP(X)-EXP(-X))
COTH(X) = EXP(-X)/(EXP(X)-EXP(-X))* 2+1
ARGSINH(X)=LOC(X+SQR(X*X+1))
ARGCOSHIX)= LOG(X+SQR(X*X-1)
ARGTANH(X)=LOC((1+X)/(1-X))/2
ARGSECH(X)=LOC((SQR(-X*X+1)+1)/X)
ARGCSCH1(X) = LOG((SGN(X)*SQR(X*X+1)+1)/X)
ARGCOTH(X) = LOCf((X+I)/(X-1))/2
```


## H/User Programs

## Space-Ship Lander

This challenging prozetn le: you smuinte a lading sequence on any of four planetary botics: Eath. Moon. Mars, an? the averoid Viva. Before each to-scend "burn" interal, you set given the fohowing information:

Elaped Im: (ecconds)
. Mtitude ('elometcrs)
Velocity brioneters'hour $\rightarrow$
negathe amonat indiates motion
34 1. from planedary body)
Re:nainiral inf (shograms)
 second. For sxample 710 Kg bec buth rats sonvmes 100 Kg during

 :00 great.)

Hints:

- A negative viocity indutes you btiond too moch fucl and are moving saxy from fernct ry todu.









Good luck. Commant: :':

```
100 CLS
```





```
:15 ClS
```



```
15005 = 31%5
```







```
20% PRINTG #, "ELAPSED RLTITUCE VELOCITY FEHNIIIIGG IIFUT FUEL",
206 PRINTG 64, "TIME (NM) FNH,HR) FUEL QLRH 《KO/SEC)",
210 PRINTM 129+a. T1; TPB(10) N3. TRB(24) 62. TFGiJy) P4, JFA(53)., IPMUT F
250 IF F=0 GOTO 288
260 IF F<0 OR F>100 60TO 328
270 T=N4/F : IF T<10 THEN E4=T
290 N4 = 144 - <F-04)
285 V1=03
286 T1=T14@4
```



```
295 13 = 82 + (B5 + B4)
298 NSaN3
300 N3 = N3* (<<<B3 + B2) / A1) * B4)
305 B2=03
387 IF NBCE GOTO 450
310 IF 144 < 0 GOTO 400 : GOTO 218
312 0-0+64 . IF 0 - 128 > 960 THEN Q=022
325 GOTO 205
320 PRINT * -->> ILLEGPL FUEL BURN - WUNTT!-TTRY PGRIN (O TO 10日)* : GOTO 21a
483 V2 = SOR (BZL2 + H3 * G2 * 5550) : PRINT *OUT OF FUEL RT*% T1 % SECONOS*
410 V3 = PBS(V2) * 10900 / 3500
420 T1 = T1 * LOG (<V3 * NB * 10980) / G1)
420 GOTO 1000
450 Y2 = 50R (ABS (NS ( (26 * B5) ) * (26 * B5) + V1 : G0TO 1000
460 T1=T1-(10-84)
500 01 = 980.7 : A5=6371 . A5="EFtRTH" : COT0145
```



```
700 01=374 . FS=3508 : R5="MFKS" : GOTO 145
890 G1=175 H5=195 * A&#"*VESTA" : GOTO 145
1000 PRINT PRINT "YOU HFNE ",
1918 IF V2<2B PRINT "LAPNEO" GOTO 11E%
1020 IF V2<10@ PRINT "CPFSHED" GOTO 1140
1030 IF V2C250 PRIHT "BEEN GELITURATEO" GOTO 5000
1040 IF V2K5090 FRIITT "IROE A NEW CRATER" GOTO 5000
1050 IF V2%4999 PRINT "ECHED A HCLE INTO THE FLAHET",GOTO 500%
1100 IF V2K1 PRINT *NICE TOUCH--VER' GOOD" GOTC 5060
1110 IF V2G5 PRINT "INT TOO ERO" GOTO 5000
1120 PRINT "KIHO OF ROHGN* GOTO 5000
1140 IF Y2C30 PRIHT WWOU WILL HLOT EE PR&E TO TRKE OFF* : GOTO 5080
1150 IF Y2<45 PRINT "YOU PRRE INJUREO, THE LAHFER IS OH FIRE" : COTO 5000
$160 PRINT "THEFE FRE NO SIJFVI'TCRS*
5060 PRIHT "VELOCITV AT IMPACT * *** TRB(40), RS5(V2) ,"KM,HR"
5010 FRINT "ELRPSED TIME * * * ****" TRB(4又); T1 " "SECOHLOS"
S020 END
```


## Customer Information

This program allows you（or your customers）to store information in a file for future reference．It stores Name，Address and Phone Numbet； the file can be recalled，modified，etc．，by spucifying the desired action using the＂Menu＂（Table oi Commands）．

This would be a handy way lo create a mailind／phone list．

```
1E CLERR 1000 :CLS :DIM N*(50) :DIM A&(50) :DIM P&(50)
23 CL5 :PRINT: 18, "* " MENS * ** :PRINT :PRINT
30 PRINT "TO EUILD & FILE TYPE 1
40 PRINT "TO SEE THE EMTIRE FILE TYPE 2
50 PRINT "TO SEE GN INDIVIOURL MPME TYFE 3
60 PRINT "TO MPNE COPRECTIONS TYPE 4
7% PRINT "TO SAVE THE CURRENT FILE ON TAPE TYPE S
80 PRINT "TO INPUT & FILE FROM TRPE TYPE 6
90 IHPUT Q :ON O GOTO 100, 200, 300, 400,500,600
100 INPUT"LHEN RE,POY, NIT EHTER (TO CLOSE THE FILE TYPE 9999 FOR MRHE)";X
110 FOR [=1 TO 50 :CLS :PRINT"ENTER YOUR MRME (LAST FIRST, NO COMRHS PLERSE)
112 PRINT"TMEN NIT THE "ENTER' KEY" 1:IPPITT N&(I)
115 [F N&(I)="9999* THEN P1=1 :0010130
120 INPUT"ENTER YOUR RCORESS (NO CONTHS)"; R&(I)
139 INPUT"ENTER YOUN FHONE *", P$(I)
135 IF FRE(X)
149 NEXT
150 PRINT "FILE CLOSED -* : INPUT"TO SEE THE MEND, HIT ENTER", X
160 cot020
209 CLS ;FOR I=1 TO P1 :PRINT N*(I), A$(I), P&(I) :MEXT
210 INPUT"TO SEE THE MENW, NIT ENTER"; X :COTOZ8
300 CLS :INPUTTEENTER THE NPME, LAST FIRST (NO COMMRS)": N*
310 FOR I=1 TO PL ; IF H*(I)={㐿 THENB38
315 MEXT
320 PRINT"NMHE NOT IN FILE" :GOT0340
330 PRINT Hz(I). RE(I), P&(I)
340 PRINT :PRINT"FOR PHOTHER NNEE TYPE & OTHERNISE 0", :INPUTT X
359 IF X=1 c0T0300 El5E20
400 CLS :PRINT"ENTER THE MRME FOR THE LIHE YOU WISH TO OMMNGE (NO CONNFS)"
4 6 5 ~ I N P H T T ~ N : ~
410 FOR I=1 TO P1 IF N*=*形(I) COTO430
4 1 5 ~ N E X T ~
420 PRINT"NPWE MOT IN FILE" :COTD460
```



```
440 IHPUT N&(I), A&(I), P&(I)
450 PRINT"THE LINE NON RERDS:" .PRINT N&(I), A&CI), P&(I)
469 [NPUT"FOR FWOTHER CORRECTION TYPE 1, OTHERWISE 0*I X
470 IF X=1 00T0499
4 9 0 \text { cotace}
SOO CLS :INPUT "MAKE PREPRRRGTIONS FOR CASSETTE, HEEN RERDY NIT ENTER"; X
510 PRINT"COPYING. .."
5 2 0 ~ P R I N T ~ E - 1 . ~ P I ~
530 FOR I=1 TO P1 :PRI!IT -1, N(\)(I), R年(I), P年(I) :NEXT
S40 PRINT"COMPLETE - HOTE TRFE LOCATION"
550 IMPUT"TO SEE THE MENU, NIT ENTER"; }X\mathrm{ :GOTOR8
60. CLS :INPUT"WHEN REROY. NIT ENTER"; }
610 PRINT"INPUTINO ...
620 INPUT *-1. P1
630 FOR I=1 TO P1 :INPUT (-1, N&(I), A$(I), P%(I) :NEXT
640 PRINT"CONPLETE": IMPUT"TO SEE NENU, HIT ENTER"; }X\mathrm{ :GOTOZe
```

```
#-..-...-

\section*{Triangle Compatation with（iaz．aics}



```

in tlis printout.)
40 CLS

```



```

230 FRINT"FGP : SIGE AlSO 2 AHGLES SHFE FSA

```


```

200 '535
210 FRINT ENTER 3 SILES, <LGHEST EILE FIEST;.
220 |HPUT L\&, L2, L?

```

```

23e 5=(L1-12*L3)/2

```

```

240 V = 2 * SGR( S - (5-L2) * (S-L1) * (5-L3))/L1

```

```

260 X3 = COS(A) * L2
270 (4F = (LI * Y3)/2
280 60105%0
300 'SRS
310 PRINT"ENTER 2 STCES RRDD 1 RAMGLE: RB. AC, TMETR (LPERGEST SIDE FIRST)
320 INPIUT L1, L2, T
325 T = (% + 3 1+159)/180
320 Y3 = L2 * 5IN(T)
340 83 = Cos(T) * L2
350 4R = (L1 * Y3) /2
360 50705%%
4 8 0 . ~ A C A ~

```

```

420 IMPUT T1, 12, L2
425T1-(T1 * [1455)/130:T2 = (T2 * 3 14139)/ 180)
4こ0 Y3 = L2 * 5\:4(た)
440 E1 = (CSCT1) = (2
450 B2 = v=, (A⿻ll(:)
46aL1 = EL + E2 X = 81
470 AR={L2-Y:3/2

```



```

5<5 IF F=15 GuT,01日

```




```

535 IF K.*L.2 THEPIL:.9

```






```

610 PRIMTO g32 "FREE m"; AR;" 50 UNITS";
C2* PRINTT 896, THE VOLUPE DF THE SOLID CRERIED BY REVOLVING TNE TRIPNGLE OS
035 PRINT"AROUT TFE X RXIS (LINE RB) =", VTi "CUEIC UNITS";

```

```

64. STOP : 007010
704 IF LS<180 THEN F=2 : G0T0750
710 IF L1<45e THEN F=3 : GOT0750
720 IF L1<260 THEN F=4 : COT0750
70 IF L1<250 THEN F=S : 60T0750
740 PRINT "SORTY, SCRLE TCO LARSE TO EE OAPMN" ;: F=6 : G0T0510
```

```

760 RETURN
100e FOR Y=5 TO Y3+5 : SET<<3 * 2 + 20, Y) : MDXT : G0T0540
1109 FGR Y=5_TO Y3+5 :: SET<20, Y \ NEXT : COTOS4E
4299 IF X30127 605uereo

```

```

1299 IF X3 < -10 cosule7e9
1390 FOR X=Y3 TO 0: SET(X \& 2 + 20. Y3+ (SM ( (0-X) +5)) : NEKT : 00T0540

```

\section*{TargetPractice}

This program uses the INKEYS function to simulate one of the popular＂video games＂．Notice how few lines are required．This program could easily be＂dressed up＂－let the user choose a Fast Target，Slow Target；keep score，print special messages，etc． To change the speed of the target，change line 40 as follows： instead of＂RND（10） 10 ＂，use＂RND \((0)^{*} \mathrm{~S}!\)＂．For a slow－moving target，let S1 be small（less than 1）；for a faster target，let S1 be greater than 1.51 should not exceed 1.5 or the target will advance to the next line．
```

1 CLS:PRINT : PRIFT CHRS(23) ; "HIT '2' KEY TO RIF LEFT.*
2 PRINT "HIT '/' KEY TO AIM RICHT."
3 PRIMT "HIT SPACE ERR TO FIRE."
4 FOR I - 1 TO 5e03 - NEXT
10 CLS : CR"928 : I=1 : PRINT - CR "*" J : PRINT - 991, "疌車";
20 Fmb
30 IF I >= 15 PRINT 124, " || : I=1

```

```

50 IF F=0 THEN 200

```

```

70 IF MTP2 SEI (NX, NH) : COTO 30
80 IF RBS( 1*S-HW)\4 TMEN 20
90 FOR J-1 TO 6 : PRINT每 64*4*1, "****"; : FOR K=1 T0 50 : NEXT
95 PRINT 64+4*1, " " : FOR K=1 TO \$0 : NEXT K, J
100 GOTOL*
280 Y:=IHKEY*
205 IF F=1 STOP
210 IF Y*O"Z" THEN 250

```
```

220 IF CA < }922\mathrm{ THEN 30
236 FRINT瑟CR ." * : CR=CA-1-:-00T0-280
250 IF Y5C>"/" THEN 308
260 tF CAO934 THEN 30
276 PRINTe CR. " "」: CA=CA+1
2B3 PRINT0 CA. "*", : GOTO38
300 IF Y毎\"" THEN 30
310 F=1 : MO=928-CA : NY=40 : MX=64-34MD : SET(MK, INY) : GOTOJ0
311 EMD

```

\section*{Ready－Aim－Fire（Bouncing Dot Revisited）}

Remember the LEVEL I Bouncing Dot program？This program takes that idea and turns it into a game for one or more players by means of the INKEYS function．The object is to enter the correct 3 －digit combinstion that will cause your missile to destroy the bouncing dot．The 3－digit number corresponds to the \(\mathrm{X}-\mathrm{ax}\) is of the display and therefore should be in the range 001 to 126 －and be sure to enter leading zeros for 1 －or 2 －digit numbers．）

The Computer always takes the first shot；then it＇s Player Number I＇s turn．
```

5 OIM M, (4)
6 CLS : INPUT "ENTER THE MD. OF PLAMERS"; X1 : PRINT"ENTER"; XI;"1ST MPMES :"
7 FOR XI=1 TO X1 : INFPUT H\$(XI) : NEXT : XI=1
1 0 ~ C L S
28 FOR M=8 TO 127 : SET(M, 0) : SET(M, 47) : MEXT
30 FOR N=0 TO 47 : SET(0, n) : SET(127.M) : NEXT
35 FOR X=1 TO 121 STEP 10 : RESET (X, 0) : NEKT
40 RFHIDON : Y= RHD(40) +1 : X= RHD(110) *4
Se D=1 : G=1 : Z=64
60 RESET (Z,Y-D) ; RESET (X- O * 4, 24)
70 SET(Z,Y) : SET (X,24) : COSUB 500
00 Y= Y+0: K=K+Q
98 IF X=123 OR X=4 THEM COSUB 700
10日 IF Y=47 THEN 1:0
105 IF Y=a cosus 900
110 tF Y O-1 OR X <>-1 THEM 60
120Y=Y-2 0 0 D= -0 : GOTO 50

```

```

510 IF y=23 OR Y=24 OR Y=25 THEN IF }x=2 GOSU日 600
520 RETUPW
60. X=1
610 FOR 2=1 TO 50 : PRINTE 550,"HIT !!!"d : NEXT
620 FOR 2=1 TO 25: FRINTO 550," , NEXT
639 X=X+1 : IF X<5 bilTO 610
640 GOTO 2000
700 x=x-2 - Q : Q= -a: RETURN

```

```

4000 RB= THKEY%: IF LEN(R\&) * O THEN 1000
1605 PRINT* E, f%;

```
```

1010 B$= INKEY; : IF LEN(0%)=0 THEN 1010
1015 PRINTE 1, E&,
1020 Cs= IMKEYs - IF LEN(C)=0
1025 FRINTS 2, C$%
1030 PESET(Z,1) : X \$= A \$+8 $+C* : Z=VRL(X$) : IF 2)126 GOT0 1180
1033 P%=PY+1
1035 GOTOL28
1040 RETUPN
1100 FOR X=1 TO 50 : PRINTO 7B, "TOO LARGE, TRY RGRIN* : NEXT
1110.FRINT! 70. " | : 2-1 : GOTO 1000
2009 IF PX=9 605,083060
2910 CLS : PRIHT " ***" NS(XI);"* * "" : PRINT : PRINT
2017 PK(XI) = PX+PX(XI) : PH(XI) = FH(XI)+1
2028 FRINT, "SHOTS NITS PERCENTRGE"
2030 PRINT : PRINT "THIS ROMPD -: TPP(17) PX; TPA(20)-1";TRP(42) (1/PX) - 100
2035 IFPX(1) =0THEPCPX(1)=1
2046 PRINT : PRINT "TOTFL -; TRE(17) PX(XI);
2042 PRINT TRE(29) PH(XI), TPP(42) (FH(XI) / PX(XI)) * 100
2045 FOR X=1 TO 2500 - NEXT
2950 XI=XI+1
2050 IF XI>XI THEN XI=1
2065 PX=0
2870 cotoro
2115 IF P%=0 00SVB 3000
3060 PRINTO 0. "WHAT LUCK !!!" : PX=1 : RETUFN

```

\section*{Things You Should Know LEVEL II TRS-80}
1. After executlog an INPUT*-I (input from cassette), some TRS-80's. will not READ properly from DATA statements. Instead a RESTORE will automatically be performed before each READ, so that only first DATA item will be read. If your TRS-80 operates this way (depends on a few IC's from one supplier), there is a simple fix. Insert the statement,

\section*{POKE 16553,255}
immediately after every INPUT *-a statement.
2. A PRINT \(-\boldsymbol{n}\) statement can put no more than 248 bytes on the tape. If you have a lengthy PRINT* list, only the first 248 bytes will be saved on tape; the rest will be lost. Therefore you should break up such lists into two or more PRINT: statements.
3. If you have an Expansion Interface connected and you need to Reset the Computer, hold down the BREAK key and press Reset. This will return you to the NEMORY SIZE question. Any BASIC program in memory will be lost by this Reset sequence.
4. If you stop a BASIC program during execution, and then atter the program itself, all variables will be reset to zero. You will not be able to continue execution where you left off. RUN it again. Note: If a syntax error is encountered and BASIC puts you in the Edlt mode, type \(Q\) ro return to the Command mode. You can then examine variable values, if you wish, before fixing the syntax error.
5. If you attempt to execute an LPRINT or an LLIST when a line printer is not connected (or is turned off), the computer will "freeze up". Either turn on the line printer, or, if one is not connected, Reset the Computer (see 3 above).
6. All the built-in mathematical functions in LEVEL. II BASIC return single-precision results ( \(6-7\) digits of accuracy). Trig functions use or return radians, not degrees. A radian-degree conversion is given in the LEVEL 11 Reference Manual.
7. Hisd-to-find progranl errors:

Shift chatacters are not always interchangeablc with their unchifted counterparts. For example, PRINTe will not work if you use a shifted © , even though it will look ok on the screen. If you can't find anything wrong with a line which causes a syntax error niessige, try retyping the line, watching out for the shift key.
Spaces are sometimes important in LEVEL II BASIC. The following line is incorsect:
IFD \(<0 D=0\)
because \(O D\) is interpreted to mean "double-precision zero",
Change it to:
IFD \(O\) THEN \(D=0\)
8. To use the CLOAD? with cassette \(=2\), use this format:
CLOAD - -2,?"Filename"
9. If you frequently get "doubleentries" when pressing a particular key, remove the plastic key cap, and carefully clean the contacts, using a stiff piece of paper. Insert the paper between the contacts, press the key down to pinch the paper, and pull the paper out while the contacts are pinching it.
10. If you have other questions regarding operation of your

TRS-80, call Customer Service, (817) 390-3583, or write:
TRS-80 Customer Service
Radio Shack
P. O. Box 185

Fort Worth, TX 76102
11. The maximum TAB for an L.PRINT statement in 63. The Line Printer won't tab past column 63. There's a simple way around this limitation, using the STRINGS function to simulate tabs past column 63.
Example:
LPRINT TAB(5)"NAME"TAB(30)"ADDRESS"STRINGS(63.32)"BALANCE"
will print "NAME" at column S, "ADDRESS" at column 30, and "BALANCE" at column 100 .```


[^0]:    *Numbers refer to markings on the Radio Shack CTR-4I Recorder, which run from 0 to 10 (full volume). For different models of Recorders, numbers recommended may not be appropriate. Do a little experimenting.

